# Capítulo 8: Streaming e Orquestração com Delta Lake
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*Cap08 SCD Types*

![Diagrama: Cap08_Star_Schema](data:image/png;base64,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)

*Cap08 Star Schema*

## Objetivos do Capítulo

Ao final deste capítulo, você será capaz de:

* Compreender Structured Streaming no Apache Spark
* Processar dados em tempo real com Delta Lake
* Criar pipelines de streaming (fonte → sink)
* Implementar Change Data Capture (CDC)
* Usar checkpointing para tolerância a falhas
* Monitorar streaming queries
* Orquestrar pipelines Delta com Azure Data Factory
* Implementar batch + streaming na mesma tabela
* Otimizar streaming performance

**Tempo estimado:** 4-5 horas

**Custo Azure:** Incluído no Databricks (mesmo custo de cluster)

## 8.1 O que é Structured Streaming?

**Structured Streaming** é a API de streaming do Apache Spark que processa dados em tempo real usando DataFrames.

### Streaming vs Batch

|  |  |  |
| --- | --- | --- |
| Característica | Batch | Streaming |
| **Processamento** | Dados finitos (estáticos) | Dados infinitos (contínuos) |
| **Latência** | Minutos/Horas | Segundos/Milissegundos |
| **Trigger** | Manual/Agendado | Contínuo/Microbatch |
| **Use cases** | ETL diário, reports | IoT, eventos, logs em tempo real |

### Como Funciona

**Conceito:** Trata streaming como tabela infinita que cresce continuamente.

Batch DataFrame:

+---+-------+

| id| value |

+---+-------+

| 1 | Alice |

| 2 | Bob |

+---+-------+

Streaming DataFrame (conceitual):

+---+-------+

| id| value |

+---+-------+

| 1 | Alice | ← Dados antigos

| 2 | Bob |

| 3 | Carol | ← Novos dados chegando

| 4 | David | ← Continuamente...

...

**Spark processa em microbatches:**

* A cada intervalo (ex: 10s), processa novos dados
* Mantém estado (checkpointing)
* Garante exactly-once processing

## 8.2 Fontes de Streaming Suportadas

**Principais fontes:**

1. **File Source (Auto Loader):**
   * Monitora pasta no Data Lake
   * Processa novos arquivos automaticamente
   * Formatos: CSV, JSON, Parquet, Delta
2. **Kafka:**
   * Apache Kafka (event streaming platform)
   * Azure Event Hubs (Kafka compatível)
3. **Delta Lake:**
   * Tabela Delta como fonte de streaming (CDC)
4. **Azure Event Hubs:**
   * Streaming de eventos
5. **Socket Source:**
   * Teste/desenvolvimento (não use em produção)

## 8.3 Hands-On: Streaming Básico (File Source)

Vamos criar streaming que monitora pasta no Data Lake e processa novos arquivos.

### Passo 1: Configurar Source (Auto Loader)

**PYTHON**

# Caminho de entrada (pasta monitorada)

input\_path = “/mnt/datalake/streaming\_input/”

# Schema dos dados

from pyspark.sql.types import StructType, StructField, IntegerType, StringType

schema = StructType([

StructField(“id”, IntegerType(), True),

StructField(“nome”, StringType(), True),

StructField(“evento”, StringType(), True),

StructField(“timestamp”, StringType(), True)

])

# Criar streaming DataFrame

df\_stream = spark.readStream \

.format(“cloudFiles”) \

.option(“cloudFiles.format”, “json”) \

.schema(schema) \

.load(input\_path)

print(“Streaming source configurado!”)

**cloudFiles (Auto Loader):**

* Databricks-specific (otimizado)
* Detecta novos arquivos automaticamente
* Suporta schema inference e evolution

### Passo 2: Transformações (Mesmo que Batch)

**PYTHON**

from pyspark.sql.functions import col, current\_timestamp

# Transformações (igual batch!)

df\_transformed = df\_stream \

.filter(col(“evento”) == “compra”) \

.withColumn(“processed\_at”, current\_timestamp())

# Streaming DataFrame se comporta como batch DataFrame!

### Passo 3: Configurar Sink (Delta Lake)

**PYTHON**

# Caminho de saída

output\_path = “/mnt/datalake/silver/eventos\_compra/”

checkpoint\_path = “/mnt/datalake/checkpoints/eventos\_compra/”

# Escrever streaming para Delta Lake

query = df\_transformed.writeStream \

.format(“delta”) \

.outputMode(“append”) \

.option(“checkpointLocation”, checkpoint\_path) \

.start(output\_path)

print(f”Streaming query iniciado: {query.id}”)

**Parâmetros importantes:**

* **outputMode:**
  + append - Adiciona novos registros (padrão, mais comum)
  + complete - Reescreve tabela inteira (só para agregações)
  + update - Atualiza registros existentes (agregações)
* **checkpointLocation:**
  + Pasta onde Spark salva estado
  + Garante exactly-once processing (tolerância a falhas)
  + **OBRIGATÓRIO** em produção!

### Passo 4: Simular Dados Chegando

**Em outro notebook ou célula, adicionar arquivos:**

**PYTHON**

# Simular chegada de dados

import time

for i in range(5):

data = [

(i\*10 + 1, “Cliente A”, “compra”, “2024-02-09 08:00:00”),

(i\*10 + 2, “Cliente B”, “visualizacao”, “2024-02-09 08:01:00”),

(i\*10 + 3, “Cliente C”, “compra”, “2024-02-09 08:02:00”)

]

df\_batch = spark.createDataFrame(data, schema)

# Gravar como JSON (simula novo arquivo)

df\_batch.write \

.mode(“append”) \

.json(f”{input\_path}/batch\_{i}.json”)

print(f”Arquivo {i} adicionado!”)

time.sleep(10) # Aguardar 10s

**Streaming automaticamente processa novos arquivos!**

### Passo 5: Monitorar Query

**PYTHON**

# Status da query

query.status

# Aguardar terminar (não usar em produção - roda infinitamente!)

# query.awaitTermination()

# Parar query

query.stop()

**Ver dados processados:**

**PYTHON**

# Ler tabela Delta (batch)

df\_result = spark.read.format(“delta”).load(output\_path)

df\_result.show()

**Output:**

+---+----------+-------+-------------------+-------------------+

| id| nome| evento| timestamp| processed\_at|

+---+----------+-------+-------------------+-------------------+

| 1|Cliente A| compra|2024-02-09 08:00:00|2024-02-09 08:05:10|

| 3|Cliente C| compra|2024-02-09 08:02:00|2024-02-09 08:05:10|

| 11|Cliente A| compra|2024-02-09 08:00:00|2024-02-09 08:05:20|

...

## 8.4 Delta Lake como Fonte de Streaming

Delta Lake pode ser **fonte** de streaming (Change Data Capture - CDC).

### Use Case: Processar Mudanças em Tempo Real

**PYTHON**

# Tabela Delta como fonte

source\_path = “/mnt/datalake/silver/clientes\_delta/”

# Streaming de mudanças (CDC)

df\_changes = spark.readStream \

.format(“delta”) \

.load(source\_path)

# Processar mudanças

df\_changes.writeStream \

.format(“delta”) \

.outputMode(“append”) \

.option(“checkpointLocation”, “/mnt/datalake/checkpoints/clientes\_cdc/”) \

.start(“/mnt/datalake/gold/clientes\_processados/”)

**Vantagem:** Toda INSERT/UPDATE/DELETE na tabela origem dispara processamento downstream!

### Filtrar por Versão (Incremental)

**PYTHON**

# Processar apenas mudanças após versão 10

df\_incremental = spark.readStream \

.format(“delta”) \

.option(“startingVersion”, 10) \

.load(source\_path)

## 8.5 Triggers (Modos de Execução)

**Triggers** controlam quando/como processar microbatches.

### Default (Microbatch Contínuo)

**PYTHON**

# Processa assim que novos dados chegam (latência mínima)

query = df\_stream.writeStream \

.format(“delta”) \

.outputMode(“append”) \

.option(“checkpointLocation”, checkpoint\_path) \

.start(output\_path)

### Fixed Interval (Intervalo Fixo)

**PYTHON**

# Processa a cada 30 segundos

query = df\_stream.writeStream \

.format(“delta”) \

.outputMode(“append”) \

.option(“checkpointLocation”, checkpoint\_path) \

.trigger(processingTime=“30 seconds”) \

.start(output\_path)

**Use quando:**

* Não precisa latência baixíssima
* Reduzir overhead de microbatches frequentes

### Once (Uma Vez)

**PYTHON**

# Processa uma vez e para

query = df\_stream.writeStream \

.format(“delta”) \

.outputMode(“append”) \

.option(“checkpointLocation”, checkpoint\_path) \

.trigger(once=True) \

.start(output\_path)

query.awaitTermination()

**Use quando:**

* Processar dados acumulados (quase batch)
* Agendamento externo (ADF chama notebook)

### Available Now (Processar Tudo Disponível)

**PYTHON**

# Processa tudo disponível no momento e para

query = df\_stream.writeStream \

.format(“delta”) \

.outputMode(“append”) \

.option(“checkpointLocation”, checkpoint\_path) \

.trigger(availableNow=True) \

.start(output\_path)

query.awaitTermination()

## 8.6 Agregações em Streaming

### Agregações Simples (Append Mode)

**PYTHON**

from pyspark.sql.functions import count

# Contar eventos por tipo

df\_agg = df\_stream.groupBy(“evento”).count()

# Sink (Complete Mode - reescreve resultado)

df\_agg.writeStream \

.format(“memory”) \

.outputMode(“complete”) \

.queryName(“contagem\_eventos”) \

.start()

# Consultar (em outra célula)

spark.sql(“SELECT \* FROM contagem\_eventos”).show()

**Output:**

+-------------+-----+

| evento|count|

+-------------+-----+

| compra| 15|

|visualizacao | 30|

+-------------+-----+

### Window Aggregations (Janelas de Tempo)

**PYTHON**

from pyspark.sql.functions import window

# Converter timestamp string para timestamp type

from pyspark.sql.functions import to\_timestamp

df\_stream\_ts = df\_stream.withColumn(

“timestamp”,

to\_timestamp(col(“timestamp”), “yyyy-MM-dd HH:mm:ss”)

)

# Agregação por janela de 10 minutos

df\_windowed = df\_stream\_ts \

.groupBy(

window(col(“timestamp”), “10 minutes”),

“evento”

) \

.count()

df\_windowed.writeStream \

.format(“delta”) \

.outputMode(“complete”) \

.option(“checkpointLocation”, “/mnt/datalake/checkpoints/windowed/”) \

.start(“/mnt/datalake/gold/eventos\_windowed/”)

**Output:**

+------------------------------------------+-------+-----+

|window | evento|count|

+------------------------------------------+-------+-----+

|{2024-02-09 08:00:00, 2024-02-09 08:10:00}| compra| 5|

|{2024-02-09 08:10:00, 2024-02-09 08:20:00}| compra| 8|

...

## 8.7 Checkpointing e Tolerância a Falhas

**Checkpointing** é essencial para produção.

### Como Funciona

Checkpoint Directory:

commits/ (transações commitadas)

metadata/ (configuração da query)

offsets/ (posição de leitura de cada fonte)

state/ (estado de agregações)

**Garantia:**

* Se cluster falhar, Spark retoma do último checkpoint
* Exactly-once processing (nenhum dado processado 2x ou perdido)

### Recovery Após Falha

**PYTHON**

# Query com checkpoint

query = df\_stream.writeStream \

.format(“delta”) \

.outputMode(“append”) \

.option(“checkpointLocation”, “/mnt/datalake/checkpoints/my\_query/”) \

.start(“/mnt/datalake/output/”)

# Se falhar e reiniciar, Spark:

# 1. Lê checkpoint

# 2. Retoma do offset exato

# 3. Continua processamento

## 8.8 Monitoramento de Streaming

### Query Progress

**PYTHON**

# Últimas métricas

query.lastProgress

**Output (JSON):**

**JSON**

{

“id”: “abc123”,

“runId”: “xyz789”,

“name”: null,

“timestamp”: “2024-02-09T08:10:00.000Z”,

“batchId”: 5,

“numInputRows”: 1000,

“inputRowsPerSecond”: 100.0,

“processedRowsPerSecond”: 200.0,

“durationMs”: {

“addBatch”: 450,

“getBatch”: 50,

“latestOffset”: 10,

“queryPlanning”: 40,

“triggerExecution”: 550,

“walCommit”: 50

},

“stateOperators”: [],

“sources”: [

{

“description”: “CloudFilesSource[/mnt/datalake/input]”,

“startOffset”: 100,

“endOffset”: 200,

“numInputRows”: 1000,

“inputRowsPerSecond”: 100.0,

“processedRowsPerSecond”: 200.0

}

],

“sink”: {

“description”: “DeltaSink[/mnt/datalake/output]”

}

}

**Métricas importantes:**

* numInputRows - Linhas processadas neste batch
* inputRowsPerSecond - Taxa de entrada
* processedRowsPerSecond - Taxa de processamento
* durationMs - Tempo gasto em cada fase

### Monitorar Todas Queries Ativas

**PYTHON**

# Listar queries ativas

spark.streams.active

# Informações de cada query

for query in spark.streams.active:

print(f”Query ID: {query.id}”)

print(f”Status: {query.status}”)

print(f”Last progress: {query.lastProgress}”)

## 8.9 Integração com Azure Data Factory

ADF pode orquestrar streaming jobs Databricks.

### Opção 1: Notebook com Trigger Once

**No Databricks notebook:**

**PYTHON**

# Streaming com trigger once (processa e para)

df\_stream.writeStream \

.format(“delta”) \

.outputMode(“append”) \

.option(“checkpointLocation”, checkpoint\_path) \

.trigger(once=True) \

.start(output\_path) \

.awaitTermination()

print(“Processamento concluído!”)

**No ADF:**

* Notebook Activity chamando este notebook
* Schedule Trigger (ex: a cada 15 min)

**Resultado:** ADF executa notebook periodicamente, processando dados acumulados.

### Opção 2: Streaming Contínuo Gerenciado

**No Databricks:**

* Job permanente (não notebook)
* Cluster dedicado com auto-restart

**No ADF:**

* Não necessário (streaming roda independente)
* ADF só usado para orquestrar ETL batch

## 8.10 Batch + Streaming na Mesma Tabela Delta

**Vantagem Delta Lake:** Mesma tabela serve batch e streaming!

**PYTHON**

# Streaming WRITE

df\_stream.writeStream \

.format(“delta”) \

.outputMode(“append”) \

.option(“checkpointLocation”, checkpoint\_path) \

.start(“/mnt/datalake/unified\_table/”)

# Batch READ (em outro notebook)

df\_batch = spark.read.format(“delta”).load(“/mnt/datalake/unified\_table/”)

df\_batch.show()

# Streaming READ (CDC)

df\_stream\_read = spark.readStream.format(“delta”).load(“/mnt/datalake/unified\_table/”)

**Sem conflitos!** Delta Lake gerencia concorrência.

## 8.11 Otimizações de Streaming

### Auto Loader vs readStream (File Source)

**Auto Loader (cloudFiles):**

* Detecta novos arquivos eficientemente (file notification + queue)
* Schema inference automático
* Escalável (milhões de arquivos)

**readStream (Spark nativo):**

* Lista arquivos toda vez (lento em pastas grandes)
* Sem schema inference

**Recomendação:** Use Auto Loader!

### Particionamento de Sink

**PYTHON**

# Particionar saída por data (melhora leitura batch posterior)

df\_stream.writeStream \

.format(“delta”) \

.outputMode(“append”) \

.option(“checkpointLocation”, checkpoint\_path) \

.partitionBy(“date”) \

.start(output\_path)

### Tuning de Microbatch Size

**PYTHON**

# Aumentar tamanho de microbatch (menos overhead)

spark.conf.set(“spark.sql.streaming.schemaInference”, “true”)

spark.conf.set(“spark.sql.streaming.fileSource.log.cleanupDelay”, “3600000”) # 1 hora

# Reduzir arquivos por microbatch (se muito grande)

df\_stream.writeStream \

.format(“delta”) \

.option(“checkpointLocation”, checkpoint\_path) \

.option(“maxFilesPerTrigger”, 100) \

.start(output\_path)

## 8.12 Change Data Capture (CDC) Completo

### Cenário: Replicar SQL Database → Delta Lake

**Fonte:** Tabela SQL com CDC habilitado (captura INSERT/UPDATE/DELETE)

**Pipeline:**

1. **CDC Source (SQL):**
   * Ferramenta: Debezium, Azure Data Factory CDC
   * Grava mudanças em Event Hub ou Data Lake (JSON)
2. **Streaming Databricks:**
   * Lê mudanças (stream)
   * Aplica em Delta Lake (MERGE)

**Exemplo simplificado:**

**PYTHON**

# Ler CDC stream (JSON com tipo de operação)

df\_cdc = spark.readStream \

.format(“cloudFiles”) \

.option(“cloudFiles.format”, “json”) \

.schema(cdc\_schema) \

.load(“/mnt/datalake/cdc\_events/”)

# Schema CDC

cdc\_schema = StructType([

StructField(“operation”, StringType()), # INSERT, UPDATE, DELETE

StructField(“id”, IntegerType()),

StructField(“nome”, StringType()),

StructField(“idade”, IntegerType())

])

# Processar cada microbatch

def process\_cdc\_batch(df, batch\_id):

from delta.tables import DeltaTable

delta\_table = DeltaTable.forPath(spark, “/mnt/datalake/silver/clientes/”)

# Separar operações

inserts = df.filter(df.operation == “INSERT”).drop(“operation”)

updates = df.filter(df.operation == “UPDATE”).drop(“operation”)

deletes = df.filter(df.operation == “DELETE”)

# Aplicar INSERT

inserts.write.format(“delta”).mode(“append”).save(“/mnt/datalake/silver/clientes/”)

# Aplicar UPDATE (MERGE)

delta\_table.alias(“target”).merge(

updates.alias(“source”),

“target.id = source.id”

).whenMatchedUpdateAll().execute()

# Aplicar DELETE

for row in deletes.collect():

delta\_table.delete(f”id = {row.id}”)

# Executar

df\_cdc.writeStream \

.foreachBatch(process\_cdc\_batch) \

.option(“checkpointLocation”, “/mnt/datalake/checkpoints/cdc/”) \

.start()

## 8.13 Checklist de Habilidades

Ao final deste capítulo, você deve conseguir:

**Conceitos:**

* [ ] Explicar Structured Streaming
* [ ] Diferenciar batch vs streaming
* [ ] Entender microbatches e checkpointing

**Práticos:**

* [ ] Criar streaming source (Auto Loader)
* [ ] Aplicar transformações em streaming DataFrame
* [ ] Gravar em Delta Lake (sink)
* [ ] Configurar checkpointing
* [ ] Usar diferentes triggers (once, processingTime)
* [ ] Fazer agregações em streaming (window)
* [ ] Monitorar queries (lastProgress)
* [ ] Integrar com ADF (trigger once)

**Avançado:**

* [ ] Implementar CDC com Delta Lake
* [ ] Usar Delta como fonte de streaming
* [ ] Otimizar performance (Auto Loader, partitioning)
* [ ] foreachBatch para lógica customizada

## 8.14 Próximos Passos

No **Capítulo 9** (último da Parte 2), você vai:

Padrões de ETL avançados (Incremental Load, Deduplication)

Data Quality Checks (validações automatizadas)

Error Handling e Dead Letter Queues

Monitoramento e Alertas em produção

CI/CD para pipelines Databricks

## 8.15 Recursos Complementares

**Documentação Oficial:**

* [Structured Streaming Guide](https://spark.apache.org/docs/latest/structured-streaming-programming-guide.html)
* [Delta Lake Streaming](https://docs.delta.io/latest/delta-streaming.html)
* [Auto Loader](https://learn.microsoft.com/azure/databricks/ingestion/auto-loader/)

**Tutoriais:**

* [Streaming with Delta Lake](https://learn.microsoft.com/azure/databricks/delta/delta-streaming)
* [CDC Tutorial](https://docs.delta.io/latest/delta-change-data-feed.html)

## 8.16 Exercícios Práticos

**Exercício 1: Streaming Básico**

Crie streaming pipeline:

1. Source: Auto Loader monitora pasta /streaming\_input/ (JSON)
2. Transformação: Filtrar apenas eventos tipo “compra”
3. Sink: Delta Lake /silver/compras/
4. Simular chegada de 10 arquivos JSON
5. Verificar dados processados

**Exercício 2: Window Aggregation**

Crie streaming com agregação:

1. Source: Mesma pasta anterior
2. Agregação: Contar eventos por tipo, janela de 5 minutos
3. Sink: Delta Lake /gold/eventos\_agregados/
4. Usar trigger processingTime=“30 seconds”

**Exercício 3: Delta CDC**

Implementar CDC:

1. Criar tabela Delta produtos
2. Configurar streaming que lê mudanças (readStream Delta)
3. Processar mudanças e gravar em tabela auditoria
4. Simular INSERT, UPDATE, DELETE
5. Verificar auditoria capturou tudo

## Resumo do Capítulo

Neste capítulo você aprendeu:

**Structured Streaming:** Processar dados em tempo real com API DataFrame

**Auto Loader:** Monitorar pastas e processar novos arquivos automaticamente

**Delta Lake Streaming:**

* Sink (gravar stream em Delta)
* Source (ler mudanças de Delta - CDC)

**Triggers:** Default, processingTime, once, availableNow

**Agregações:** Simples e window aggregations

**Checkpointing:** Tolerância a falhas, exactly-once processing

**Monitoramento:** lastProgress, active queries

**Integração ADF:** Trigger once para orquestração

**CDC:** Change Data Capture com foreachBatch

**Batch + Streaming:** Mesma tabela Delta para ambos

**Próximo capítulo:** Padrões de ETL e Data Quality!

# Capítulo 9: Padrões de ETL e Data Quality

## Objetivos do Capítulo

Ao final deste capítulo, você será capaz de:

* Implementar Incremental Load (carga incremental)
* Realizar Deduplication (remover duplicatas)
* Criar Data Quality Checks automatizados
* Implementar Error Handling (tratamento de erros)
* Usar Dead Letter Queues (DLQ)
* Criar pipelines idempotentes
* Implementar logging e auditoria
* Monitorar e alertar falhas
* Aplicar best practices de ETL

**Tempo estimado:** 4-5 horas

**Custo Azure:** Incluído nos serviços já provisionados

## 9.1 Incremental Load (Carga Incremental)

**Problema:** Reprocessar toda tabela a cada ETL é ineficiente.

**Solução:** Carregar apenas dados novos/modificados.

### Estratégias de Incremental Load

**1. Watermark (Coluna de Data/Timestamp)**

**Requisito:** Tabela tem coluna last\_modified ou created\_at

**PYTHON**

# Ler última data processada (salva em arquivo de controle)

last\_run\_date = spark.read.text(“/mnt/datalake/control/last\_run.txt”) \

.collect()[0][0]

print(f”Última execução: {last\_run\_date}”)

# Carregar apenas dados novos

df\_incremental = spark.read \

.format(“delta”) \

.load(“/mnt/datalake/bronze/vendas/”) \

.filter(f”last\_modified > '{last\_run\_date}'“)

# Processar dados incrementais

df\_processed = df\_incremental.transform(minha\_transformacao)

# Gravar em silver

df\_processed.write \

.format(“delta”) \

.mode(“append”) \

.save(“/mnt/datalake/silver/vendas/”)

# Atualizar watermark

from pyspark.sql.functions import max as spark\_max, current\_timestamp

new\_watermark = df\_incremental.select(spark\_max(“last\_modified”)).collect()[0][0]

spark.createDataFrame([(str(new\_watermark),)], [“watermark”]) \

.write.mode(“overwrite”).text(“/mnt/datalake/control/last\_run.txt”)

print(f”Novo watermark: {new\_watermark}”)

**2. Change Data Capture (CDC)**

**Visto no Cap 8:** Delta Lake como fonte de streaming.

**PYTHON**

# Ler apenas mudanças desde última versão

df\_changes = spark.read \

.format(“delta”) \

.option(“readChangeFeed”, “true”) \

.option(“startingVersion”, 10) \

.load(“/mnt/datalake/bronze/clientes/”)

df\_changes.show()

**3. Merge (Upsert) Incremental**

**Cenário:** Recebe dados diários, alguns updates, alguns novos.

**PYTHON**

from delta.tables import DeltaTable

# Dados novos (incremental)

df\_new = spark.read.parquet(“/mnt/datalake/landing/vendas\_2024-02-09.parquet”)

# Tabela destino

delta\_table = DeltaTable.forPath(spark, “/mnt/datalake/silver/vendas/”)

# MERGE

delta\_table.alias(“target”).merge(

df\_new.alias(“source”),

“target.venda\_id = source.venda\_id”

).whenMatchedUpdateAll() \

.whenNotMatchedInsertAll() \

.execute()

print(“Merge incremental concluído!”)

## 9.2 Deduplication (Remover Duplicatas)

### Estratégia 1: dropDuplicates (Simples)

**PYTHON**

# Remover duplicatas baseado em coluna(s)

df\_unique = df.dropDuplicates([“customer\_id”, “order\_id”])

df\_unique.write \

.format(“delta”) \

.mode(“overwrite”) \

.save(“/mnt/datalake/silver/vendas\_unique/”)

### Estratégia 2: Window Function (Manter Mais Recente)

**Cenário:** Múltiplos registros para mesmo ID, manter apenas mais recente.

**PYTHON**

from pyspark.sql.window import Window

from pyspark.sql.functions import row\_number, desc

# Window particionada por ID, ordenada por timestamp

window\_spec = Window.partitionBy(“customer\_id”).orderBy(desc(“last\_modified”))

# Ranquear

df\_ranked = df.withColumn(“rank”, row\_number().over(window\_spec))

# Filtrar apenas rank 1 (mais recente)

df\_deduplicated = df\_ranked.filter(“rank = 1”).drop(“rank”)

df\_deduplicated.show()

### Estratégia 3: Deduplicate ao Gravar (Delta Lake)

**Delta Lake pode deduplicar automaticamente no MERGE:**

**PYTHON**

delta\_table.alias(“target”).merge(

df\_new.alias(“source”),

“target.id = source.id”

).whenMatchedUpdate(

condition=“source.last\_modified > target.last\_modified”, # Só atualiza se mais novo

set={“\*”: “source.\*”}

).whenNotMatchedInsertAll() \

.execute()

## 9.3 Data Quality Checks

**Data Quality Checks** validam dados automaticamente antes de gravar.

### Framework de Validações

**PYTHON**

from pyspark.sql.functions import col, count, isnan, when

def data\_quality\_checks(df, table\_name):

“““

Executa checks de qualidade e retorna DataFrame com falhas.

“““

checks = []

# 1. Null checks (colunas obrigatórias)

required\_cols = [“id”, “nome”, “data”]

for col\_name in required\_cols:

null\_count = df.filter(col(col\_name).isNull()).count()

checks.append({

“table”: table\_name,

“check”: f”{col\_name}\_not\_null”,

“passed”: null\_count == 0,

“failed\_records”: null\_count

})

# 2. Duplicates check

total\_records = df.count()

unique\_records = df.dropDuplicates([“id”]).count()

duplicates = total\_records - unique\_records

checks.append({

“table”: table\_name,

“check”: “no\_duplicates”,

“passed”: duplicates == 0,

“failed\_records”: duplicates

})

# 3. Range check (ex: idade entre 0-120)

if “idade” in df.columns:

invalid\_age = df.filter((col(“idade”) < 0) | (col(“idade”) > 120)).count()

checks.append({

“table”: table\_name,

“check”: “idade\_range\_0\_120”,

“passed”: invalid\_age == 0,

“failed\_records”: invalid\_age

})

# 4. Format check (ex: email válido)

if “email” in df.columns:

invalid\_email = df.filter(~col(“email”).rlike(r”^[\w\.-]+@[\w\.-]+\.\w+$”)).count()

checks.append({

“table”: table\_name,

“check”: “email\_format”,

“passed”: invalid\_email == 0,

“failed\_records”: invalid\_email

})

# Retornar DataFrame de checks

df\_checks = spark.createDataFrame(checks)

return df\_checks

# Executar checks

df = spark.read.format(“delta”).load(“/mnt/datalake/bronze/clientes/”)

df\_quality = data\_quality\_checks(df, “clientes”)

df\_quality.show(truncate=False)

**Output:**

+----------+------------------+------+---------------+

|table |check |passed|failed\_records|

+----------+------------------+------+---------------+

|clientes |id\_not\_null |true |0 |

|clientes |nome\_not\_null |false |3 |

|clientes |no\_duplicates |true |0 |

|clientes |idade\_range\_0\_120 |false |2 |

|clientes |email\_format |true |0 |

+----------+------------------+------+---------------+

### Salvar Resultados de Quality

**PYTHON**

# Gravar histórico de checks

from pyspark.sql.functions import current\_timestamp

df\_quality\_with\_ts = df\_quality.withColumn(“check\_timestamp”, current\_timestamp())

df\_quality\_with\_ts.write \

.format(“delta”) \

.mode(“append”) \

.save(“/mnt/datalake/monitoring/data\_quality\_checks/”)

### Fail Pipeline se Checks Falham

**PYTHON**

# Verificar se algum check falhou

failed\_checks = df\_quality.filter(“passed = false”).count()

if failed\_checks > 0:

print(“ Data Quality Checks falharam!”)

df\_quality.filter(“passed = false”).show()

raise Exception(“Pipeline abortado devido a falhas de qualidade.”)

else:

print(“ Todos checks passaram!”)

# Continuar pipeline...

## 9.4 Error Handling (Tratamento de Erros)

### Try-Except em PySpark

**PYTHON**

try:

# Transformações

df\_transformed = df.transform(complex\_transformation)

# Gravar

df\_transformed.write.format(“delta”).mode(“append”).save(output\_path)

print(“ Pipeline concluído com sucesso!”)

except Exception as e:

print(f” Erro no pipeline: {str(e)}”)

# Logar erro

error\_log = spark.createDataFrame([{

“timestamp”: str(current\_timestamp()),

“pipeline”: “vendas\_etl”,

“error”: str(e),

“status”: “FAILED”

}])

error\_log.write.format(“delta”).mode(“append”).save(“/mnt/datalake/logs/errors/”)

# Re-raise para falhar pipeline

raise

### Dead Letter Queue (DLQ)

**DLQ:** Gravar registros com erro para análise posterior.

**PYTHON**

from pyspark.sql.functions import col, when, lit

def safe\_transformation(df):

“““

Aplicar transformação, separando registros válidos e inválidos.

“““

# Adicionar coluna de erro

df\_with\_error = df.withColumn(

“error\_message”,

when(col(“idade”).isNull(), “idade\_nula”)

.when((col(“idade”) < 0) | (col(“idade”) > 120), “idade\_invalida”)

.otherwise(None)

)

# Separar válidos e inválidos

df\_valid = df\_with\_error.filter(col(“error\_message”).isNull()).drop(“error\_message”)

df\_invalid = df\_with\_error.filter(col(“error\_message”).isNotNull())

return df\_valid, df\_invalid

# Executar

df\_valid, df\_invalid = safe\_transformation(df)

# Gravar válidos em silver

df\_valid.write.format(“delta”).mode(“append”).save(“/mnt/datalake/silver/clientes/”)

# Gravar inválidos em DLQ

if df\_invalid.count() > 0:

df\_invalid.withColumn(“dlq\_timestamp”, current\_timestamp()) \

.write.format(“delta”).mode(“append”).save(“/mnt/datalake/dlq/clientes/”)

print(f” {df\_invalid.count()} registros enviados para DLQ”)

## 9.5 Idempotência

**Idempotência:** Executar pipeline múltiplas vezes produz mesmo resultado.

### Problema: Append Não É Idempotente

**PYTHON**

# Se executar 2x, duplica dados!

df.write.format(“delta”).mode(“append”).save(output\_path)

### Solução 1: Overwrite

**PYTHON**

# Sempre sobrescreve (idempotente)

df.write.format(“delta”).mode(“overwrite”).save(output\_path)

**Problema:** Perde dados históricos.

### Solução 2: Merge com Deduplicação

**PYTHON**

from delta.tables import DeltaTable

# Criar tabela se não existir

if not DeltaTable.isDeltaTable(spark, output\_path):

df.limit(0).write.format(“delta”).save(output\_path)

delta\_table = DeltaTable.forPath(spark, output\_path)

# MERGE (idempotente)

delta\_table.alias(“target”).merge(

df.alias(“source”),

“target.id = source.id AND target.data = source.data” # Chave composta

).whenMatchedUpdateAll() \

.whenNotMatchedInsertAll() \

.execute()

**Executar 2x → Mesmo resultado!**

### Solução 3: Run ID / Execution Tracking

**PYTHON**

import uuid

# Gerar run ID único

run\_id = str(uuid.uuid4())

# Adicionar ao DataFrame

df\_with\_run\_id = df.withColumn(“run\_id”, lit(run\_id))

# Gravar

df\_with\_run\_id.write.format(“delta”).mode(“append”).save(output\_path)

# Salvar run ID em tabela de controle

spark.createDataFrame([{“run\_id”: run\_id, “timestamp”: str(current\_timestamp())}]) \

.write.format(“delta”).mode(“append”).save(“/mnt/datalake/control/runs/”)

# Verificar se run\_id já existe antes de processar (evitar duplicação)

existing\_runs = spark.read.format(“delta”).load(“/mnt/datalake/control/runs/”) \

.filter(f”run\_id = '{run\_id}'“).count()

if existing\_runs > 0:

print(“Run ID já processado, pulando...”)

dbutils.notebook.exit(“SKIPPED”)

## 9.6 Logging e Auditoria

### Framework de Logging

**PYTHON**

from datetime import datetime

def log\_pipeline\_start(pipeline\_name):

“““Logar início de pipeline.”““

log\_entry = spark.createDataFrame([{

“pipeline\_name”: pipeline\_name,

“status”: “STARTED”,

“timestamp”: datetime.now().isoformat(),

“records\_processed”: 0,

“error\_message”: None

}])

log\_entry.write.format(“delta”).mode(“append”).save(“/mnt/datalake/logs/pipeline\_runs/”)

print(f” Pipeline '{pipeline\_name}' iniciado”)

def log\_pipeline\_end(pipeline\_name, records\_processed, status=“SUCCESS”, error=None):

“““Logar fim de pipeline.”““

log\_entry = spark.createDataFrame([{

“pipeline\_name”: pipeline\_name,

“status”: status,

“timestamp”: datetime.now().isoformat(),

“records\_processed”: records\_processed,

“error\_message”: str(error) if error else None

}])

log\_entry.write.format(“delta”).mode(“append”).save(“/mnt/datalake/logs/pipeline\_runs/”)

print(f” Pipeline '{pipeline\_name}' concluído: {status}”)

# Usar em pipeline

pipeline\_name = “vendas\_bronze\_to\_silver”

try:

log\_pipeline\_start(pipeline\_name)

# Processar

df = spark.read.format(“delta”).load(bronze\_path)

df\_transformed = df.transform(my\_transformation)

df\_transformed.write.format(“delta”).mode(“append”).save(silver\_path)

records\_count = df\_transformed.count()

log\_pipeline\_end(pipeline\_name, records\_count, “SUCCESS”)

except Exception as e:

log\_pipeline\_end(pipeline\_name, 0, “FAILED”, e)

raise

### Auditoria de Mudanças (Delta History)

**PYTHON**

# Consultar histórico de operações

delta\_history = spark.sql(“DESCRIBE HISTORY delta.`/mnt/datalake/silver/clientes/`”)

delta\_history.select(

“version”,

“timestamp”,

“operation”,

“operationParameters.mode”,

“operationMetrics.numOutputRows”

).show(20, truncate=False)

## 9.7 Monitoramento e Alertas

### Métricas de Pipeline

**PYTHON**

def collect\_metrics(pipeline\_name, df\_input, df\_output):

“““Coletar métricas de pipeline.”““

metrics = {

“pipeline\_name”: pipeline\_name,

“timestamp”: datetime.now().isoformat(),

“input\_records”: df\_input.count(),

“output\_records”: df\_output.count(),

“filtered\_records”: df\_input.count() - df\_output.count(),

“processing\_time\_sec”: None # Calcular com timer

}

# Gravar métricas

spark.createDataFrame([metrics]) \

.write.format(“delta”).mode(“append”).save(“/mnt/datalake/monitoring/metrics/”)

return metrics

# Exemplo

import time

start\_time = time.time()

df\_input = spark.read.format(“delta”).load(bronze\_path)

df\_output = df\_input.filter(“status = 'active'“)

df\_output.write.format(“delta”).mode(“append”).save(silver\_path)

end\_time = time.time()

metrics = collect\_metrics(“vendas\_etl”, df\_input, df\_output)

metrics[“processing\_time\_sec”] = end\_time - start\_time

print(f”Métricas: {metrics}”)

### Alertas (Integração com ADF)

**No notebook Databricks, retornar status:**

**PYTHON**

# Se erro, retornar status FAILED

if failed\_checks > 0:

dbutils.notebook.exit(“FAILED”)

else:

dbutils.notebook.exit(“SUCCESS”)

**No ADF, verificar output:**

**JSON**

// Pipeline ADF

{

“activities”: [

{

“type”: “DatabricksNotebook”,

“outputs”: [{

“name”: “notebookOutput”

}]

},

{

“type”: “IfCondition”,

“dependsOn”: [“DatabricksNotebook”],

“condition”: “@equals(activity('DatabricksNotebook').output.runOutput, 'FAILED')”,

“ifTrueActivities”: [

{

“type”: “WebActivity”,

“url”: “https://hooks.slack.com/...”, // Webhook Slack/Teams

“body”: {

“text”: “Pipeline vendas\_etl FALHOU!”

}

}

]

}

]

}

## 9.8 Best Practices de ETL

### 1. \*\*Separar Camadas (Bronze/Silver/Gold)\*\*

Bronze (Raw):

- Dados brutos, sem transformação

- Schema original

- Append-only (imutável)

Silver (Cleansed):

- Dados limpos, validados

- Deduplicados

- Schema padronizado

- Delta Lake (ACID)

Gold (Curated):

- Agregações, métricas

- Modelo dimensional (Star Schema)

- Otimizado para consumo (BI, ML)

### 2. \*\*Particionamento Inteligente\*\*

**PYTHON**

# Particionar por data (comum em time-series)

df.write \

.format(“delta”) \

.partitionBy(“year”, “month”, “day”) \

.save(“/mnt/datalake/silver/vendas/”)

# Evitar: Muitas partições pequenas (< 1 GB cada)

# Ideal: 1-10 GB por partição

### 3. \*\*Caching Estratégico\*\*

**PYTHON**

# Cache DataFrames reutilizados

df\_customers = spark.read.format(“delta”).load(customers\_path).cache()

# Usar múltiplas vezes

df\_filtered = df\_customers.filter(“status = 'active'“)

df\_aggregated = df\_customers.groupBy(“city”).count()

# Liberar cache após uso

df\_customers.unpersist()

### 4. \*\*Broadcast Joins\*\*

**PYTHON**

from pyspark.sql.functions import broadcast

# Se df\_small < 100 MB

df\_joined = df\_large.join(broadcast(df\_small), “customer\_id”)

### 5. \*\*Schema Enforcement\*\*

**PYTHON**

from pyspark.sql.types import StructType, StructField, IntegerType, StringType

# Definir schema explicitamente (não inferir)

schema = StructType([

StructField(“id”, IntegerType(), False), # NOT NULL

StructField(“nome”, StringType(), False),

StructField(“idade”, IntegerType(), True) # NULLABLE

])

df = spark.read.schema(schema).csv(input\_path)

### 6. \*\*Optimize e Vacuum Regularmente\*\*

**PYTHON**

# Executar OPTIMIZE semanalmente

spark.sql(“OPTIMIZE delta.`/mnt/datalake/silver/vendas/` ZORDER BY (customer\_id)”)

# VACUUM mensalmente

spark.sql(“VACUUM delta.`/mnt/datalake/silver/vendas/` RETAIN 168 HOURS”)

## 9.9 Checklist de Habilidades

Ao final deste capítulo, você deve conseguir:

**Conceitos:**

* [ ] Explicar Incremental Load
* [ ] Diferenciar estratégias de deduplicação
* [ ] Entender idempotência

**Práticos:**

* [ ] Implementar Incremental Load (watermark)
* [ ] Remover duplicatas (dropDuplicates, window functions)
* [ ] Criar Data Quality Checks automatizados
* [ ] Implementar Dead Letter Queue (DLQ)
* [ ] Fazer logging de pipelines
* [ ] Coletar métricas de execução
* [ ] Gravar pipelines idempotentes (MERGE)

**Avançado:**

* [ ] Framework de validações reutilizável
* [ ] Integração com alertas (ADF + Webhook)
* [ ] Auditoria com Delta History

## 9.10 Projeto Final: Pipeline Completo

**Objetivo:** Criar pipeline ETL completo Bronze → Silver → Gold.

**Requisitos:**

1. **Bronze (Ingestão):**
   * Ler arquivos CSV de /landing/vendas/
   * Gravar em Delta Lake /bronze/vendas/ (append-only)
   * Logging de início/fim
2. **Silver (Limpeza):**
   * Incremental Load (watermark)
   * Remover duplicatas
   * Data Quality Checks (nulls, ranges, formats)
   * DLQ para registros inválidos
   * Gravar em Delta Lake /silver/vendas/
3. **Gold (Agregação):**
   * Agregação: Total de vendas por cliente, produto, dia
   * Star Schema (Dim + Fact)
   * Gravar em /gold/fato\_vendas/ e /gold/dim\_clientes/
4. **Orquestração ADF:**
   * Pipeline com 3 Notebook Activities (Bronze, Silver, Gold)
   * Schedule Trigger (diário)
   * Alertas em caso de falha
5. **Monitoramento:**
   * Dashboard no Power BI com métricas de pipelines

## 9.11 Recursos Complementares

**Documentação:**

* [Delta Lake Best Practices](https://docs.delta.io/latest/best-practices.html)
* [Databricks ETL Patterns](https://learn.microsoft.com/azure/databricks/delta/etl-patterns)

**Livros:**

* “Designing Data-Intensive Applications” - Martin Kleppmann
* “The Data Warehouse Toolkit” - Ralph Kimball

## Resumo do Capítulo

Neste capítulo você aprendeu:

**Incremental Load:** Watermark, CDC, MERGE

**Deduplication:** dropDuplicates, Window Functions, MERGE

**Data Quality Checks:** Framework de validações automatizadas

**Error Handling:** Try-except, Dead Letter Queue

**Idempotência:** MERGE, Run ID tracking

**Logging/Auditoria:** Pipeline runs, Delta History

**Monitoramento:** Métricas, alertas via ADF

**Best Practices:** Particionamento, caching, schema enforcement, OPTIMIZE/VACUUM

## Parabéns! Você completou a Parte 2!

**Você agora domina:**

* Data Flows (transformações visuais)
* Databricks e PySpark (processamento distribuído)
* Delta Lake (ACID, Time Travel, SCD)
* Streaming (tempo real)
* Padrões de ETL e Data Quality

**Próxima parte (Caps 10-15):** Power BI, Synapse Analytics, Segurança, Monitoramento, Projeto Final!

# Capítulo 10: Power BI e Visualização de Dados

## Objetivos do Capítulo

Ao final deste capítulo, você será capaz de:

* Conectar Power BI em fontes Azure (SQL Database, Data Lake, Databricks)
* Criar modelos de dados (Star Schema, relacionamentos)
* Desenvolver dashboards interativos
* Aplicar DAX básico (medidas calculadas)
* Implementar Row-Level Security (RLS)
* Publicar e compartilhar relatórios
* Agendar refresh automático de dados
* Otimizar performance de dashboards
* Integrar Power BI com pipelines de dados

**Tempo estimado:** 5-6 horas

**Custo Azure:** Power BI Pro (~R$ 50/mês por usuário)

## 10.1 O que é Power BI?

**Power BI** é a plataforma de Business Intelligence da Microsoft para visualização de dados.

### Componentes Principais

**1. Power BI Desktop (FREE):**

* Aplicativo Windows para criar relatórios
* Conectar fontes de dados
* Modelar dados
* Criar visualizações

**2. Power BI Service (Cloud):**

* Portal web (app.powerbi.com)
* Publicar e compartilhar relatórios
* Agendamento de refresh
* Colaboração

**3. Power BI Mobile:**

* Apps iOS/Android
* Acesso mobile a dashboards

### Power BI vs Outras Ferramentas

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Característica | Power BI | Tableau | Looker | Excel |
| **Curva aprendizado** | Baixa | Média | Média | Muito baixa |
| **Integração Azure** | Excelente | Boa | Boa | Limitada |
| **Custo** | Baixo-Médio | Alto | Alto | Muito baixo |
| **Performance** | Boa | Excelente | Boa | Limitada |
| **Modelagem dados** | Excelente | Boa | Média | Limitada |

## 10.2 Instalar Power BI Desktop

### Download

1. **Acesse:** https://powerbi.microsoft.com/downloads/
2. **Clique em “Download gratuito”** (Power BI Desktop)
3. **Instale** (executável ~800 MB)
4. **Abra Power BI Desktop**
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**Nome do arquivo:** Junior\_Cap10\_01\_powerbi\_desktop\_home.png

*Figura 10.1 - Power BI Desktop (tela inicial)*

## 10.3 Conectar em Azure SQL Database

### Passo 1: Get Data

1. **Power BI Desktop → Home → Get data**
2. **Selecione “Azure” → “Azure SQL Database”**
3. **Clique “Connect”**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_02\_get\_data\_azure\_sql.png

*Figura 10.2 - Conectar em Azure SQL Database*

### Passo 2: Configurar Conexão

**Server:** sql-azuredejunior-<seunome>.database.windows.net

**Database:** sqldb-adventureworks

**Data Connectivity mode:**

* **Import** (recomendado): Importa dados para Power BI
* **DirectQuery**: Query direto no banco (dados sempre atualizados, performance menor)

**Clique “OK”**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_03\_sql\_connection\_config.png

*Figura 10.3 - Configuração de conexão SQL*

### Passo 3: Autenticação

**Database:**

* **User name:** sqladmin
* **Password:** <sua\_senha>

**Clique “Connect”**

### Passo 4: Selecionar Tabelas

**Navigator mostra tabelas disponíveis:**

Selecione:

* SalesLT.Customer
* SalesLT.Product
* SalesLT.SalesOrderHeader
* SalesLT.SalesOrderDetail

**Clique “Load”** (ou “Transform Data” para limpeza)

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_04\_navigator\_select\_tables.png

*Figura 10.4 - Seleção de tabelas no Navigator*

## 10.4 Modelagem de Dados (Star Schema)

### Relacionamentos

**Power BI detecta relacionamentos automaticamente (se houver chaves FK).**

**Verificar relacionamentos:**

1. **Clique em “Model” (ícone à esquerda)**
2. **Visualização do modelo de dados:**
   * Tabelas como boxes
   * Linhas conectando tabelas (relacionamentos)

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_05\_data\_model\_relationships.png

*Figura 10.5 - Modelo de dados (Star Schema)*

### Criar Relacionamento Manual

**Se Power BI não detectou:**

1. **Arraste coluna de uma tabela para outra**
   * Ex: SalesOrderDetail[ProductID] → Product[ProductID]
2. **Ou: Model → Manage relationships → New**
3. **Configurar:**
   * Table 1: SalesOrderDetail
   * Column: ProductID
   * Table 2: Product
   * Column: ProductID
   * **Cardinality:** Many to One (:1)
   * **Cross filter direction:** Single

**Clique “OK”**

### Tipos de Relacionamentos

**Cardinality:**

* **One to Many (1:\*)** - Mais comum (ex: Customer 1 → Pedidos )
* **Many to Many (\*:\*)** - Evitar (performance ruim)
* **One to One (1:1)** - Raro

**Cross filter direction:**

* **Single** - Filtro flui em uma direção
* **Both** - Filtro flui nas duas direções (cuidado com ambiguidade)

## 10.5 Power Query (Transformações)

**Power Query Editor** permite limpar/transformar dados antes de carregar.

### Abrir Power Query Editor

**Home → Transform data**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_06\_power\_query\_editor.png

*Figura 10.6 - Power Query Editor*

### Transformações Comuns

**1. Remover colunas desnecessárias:**

* Selecionar colunas → Right-click → Remove

**2. Filtrar linhas:**

* Clicar seta no header → Filter (ex: Status = “Active”)

**3. Alterar tipo de dados:**

* Clicar ícone de tipo (ex: 123 → ABC) → Alterar para Text/Number/Date

**4. Adicionar coluna calculada:**

* Add Column → Custom Column
* Exemplo: [ListPrice] \* 1.1 (preço com margem)

**5. Merge queries (Join):**

* Home → Merge Queries
* Selecionar tabelas e colunas de join

**6. Append queries (Union):**

* Home → Append Queries

### Aplicar e Carregar

**Close & Apply** (canto superior esquerdo)

## 10.6 Criar Visualizações

### Passo 1: Criar Página de Relatório

**Report view (ícone à esquerda) → Página em branco**

### Passo 2: Card (Métrica Simples)

**Visualizações → Card**

**Arrastar campo:**

* SalesOrderHeader[TotalDue] → Fields

**Power BI soma automaticamente!**

**Renomear:**

* Format → Title → “Total de Vendas”

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_07\_card\_total\_vendas.png

*Figura 10.7 - Card com total de vendas*

### Passo 3: Bar Chart (Gráfico de Barras)

**Visualizações → Clustered bar chart**

**Configurar:**

* **Y-axis:** Product[ProductCategory]
* **X-axis:** SalesOrderDetail[LineTotal] (soma automática)

**Resultado:** Vendas por categoria de produto.

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_08\_bar\_chart\_category.png

*Figura 10.8 - Vendas por categoria*

### Passo 4: Line Chart (Evolução Temporal)

**Visualizações → Line chart**

**Configurar:**

* **X-axis:** SalesOrderHeader[OrderDate] (hierarquia: Year → Quarter → Month)
* **Y-axis:** SalesOrderHeader[TotalDue]

**Resultado:** Evolução de vendas ao longo do tempo.

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_09\_line\_chart\_time.png

*Figura 10.9 - Evolução de vendas (temporal)*

### Passo 5: Table (Tabela Detalhada)

**Visualizações → Table**

**Arrastar campos:**

* Customer[FirstName]
* Customer[LastName]
* SalesOrderHeader[TotalDue]

**Ordenar:** Clicar em header (ex: TotalDue DESC)

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_10\_table\_customers.png

*Figura 10.10 - Tabela de clientes*

### Passo 6: Slicer (Filtro Interativo)

**Visualizações → Slicer**

**Arrastar campo:**

* SalesOrderHeader[OrderDate]

**Tipo de slicer:** Between (range de datas)

**Usuário pode filtrar dashboard por período!**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_11\_slicer\_date.png

*Figura 10.11 - Slicer de data (filtro interativo)*

## 10.7 DAX (Data Analysis Expressions)

**DAX** é linguagem de fórmulas para criar medidas calculadas.

### Criar Medida Calculada

**Exemplo: Margem de Lucro**

1. **Home → New measure** (ou clicar direito em tabela → New measure)
2. **Escrever DAX:**

**DAX**

Margem Bruta =

SUM(SalesOrderDetail[LineTotal]) - SUM(Product[StandardCost] \* SalesOrderDetail[OrderQty])

1. **Formatar:** Home → Format → Currency → R$
2. **Usar em Card ou gráfico**

### DAX Básico - Funções Comuns

**Agregações:**

* SUM(coluna)
* AVERAGE(coluna)
* COUNT(coluna)
* DISTINCTCOUNT(coluna) - Contar únicos
* MIN(coluna), MAX(coluna)

**Lógica:**

* IF(condição, valor\_se\_verdadeiro, valor\_se\_falso)
* SWITCH(expressão, valor1, resultado1, valor2, resultado2, ...)

**Contexto:**

* CALCULATE(medida, filtro1, filtro2, ...) - Modificar contexto
* FILTER(tabela, condição) - Filtrar tabela
* ALL(tabela) - Remover filtros

### Exemplo: Total de Vendas do Ano Anterior

**DAX**

Vendas Ano Anterior =

CALCULATE(

SUM(SalesOrderHeader[TotalDue]),

SAMEPERIODLASTYEAR(SalesOrderHeader[OrderDate])

)

### Exemplo: % de Crescimento

**DAX**

% Crescimento =

DIVIDE(

[Total Vendas] - [Vendas Ano Anterior],

[Vendas Ano Anterior],

0

)

**Formatar como Percentage**

## 10.8 Row-Level Security (RLS)

**RLS** restringe acesso a dados baseado no usuário.

### Cenário

**Gerentes de região só veem vendas de sua região.**

### Passo 1: Criar Role

1. **Modeling → Manage roles**
2. **Create role:** “Gerente Região Sul”
3. **Selecionar tabela:** SalesOrderHeader
4. **DAX Filter:**

**DAX**

[TerritoryName] = “Sul”

1. **Save**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_12\_rls\_role\_creation.png

*Figura 10.12 - Criação de Role (RLS)*

### Passo 2: Testar RLS

**Modeling → View as Roles → Selecionar “Gerente Região Sul”**

**Dashboard agora mostra apenas dados da região Sul!**

### Passo 3: Atribuir Usuários (no Power BI Service)

**Após publicar:**

1. **Power BI Service → Workspace → Dataset → Security**
2. **Adicionar usuários ao role**

## 10.9 Publicar Relatório

### Passo 1: Salvar Arquivo

**File → Save → `Relatorio\_Vendas.pbix`**

### Passo 2: Publicar no Power BI Service

1. **Home → Publish**
2. **Login com conta Microsoft** (precisa licença Pro ou Premium)
3. **Selecionar Workspace** (ex: My workspace)
4. **Clique “Select”**
5. **Aguardar upload**
6. **“Success! Open 'Relatorio\_Vendas' in Power BI”**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_13\_publish\_success.png

*Figura 10.13 - Publicação bem-sucedida*

### Passo 3: Visualizar no Power BI Service

**Clicar no link → Abre app.powerbi.com**

**Relatório disponível no workspace!**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_14\_powerbi\_service\_report.png

*Figura 10.14 - Relatório no Power BI Service*

## 10.10 Agendar Refresh de Dados

**Dados no Power BI ficam desatualizados após publicação.**

### Configurar Refresh Automático

**Pré-requisito:** Gateway instalado (se fonte on-premises) ou credenciais armazenadas.

### Passo 1: Configurar Credenciais

1. **Power BI Service → Workspace → Dataset (não o relatório)**
2. **Settings → Data source credentials**
3. **Edit credentials → Inserir usuário/senha do SQL Database**
4. **Sign in**

### Passo 2: Configurar Schedule

1. **Settings → Scheduled refresh**
2. **Keep your data up to date:** ON
3. **Refresh frequency:** Daily
4. **Time:** 08:00
5. **Time zone:** (UTC-03:00) Brasília
6. **Apply**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_15\_schedule\_refresh.png

*Figura 10.15 - Agendamento de refresh automático*

### Refresh Manual

**Dataset → Refresh now** (ícone de refresh)

## 10.11 Conectar em Data Lake (Delta Lake)

**Power BI pode ler Delta Lake via Databricks SQL Endpoint.**

### Passo 1: Habilitar SQL Endpoint no Databricks

1. **Databricks Workspace → SQL → SQL Warehouses**
2. **Create SQL Warehouse** (ou usar existente)
3. **Copiar Server hostname e HTTP path**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap10\_16\_databricks\_sql\_endpoint.png

*Figura 10.16 - Databricks SQL Endpoint*

### Passo 2: Conectar no Power BI

1. **Power BI Desktop → Get data → More → Azure Databricks**
2. **Server hostname:** adb-123456789.azuredatabricks.net
3. **HTTP path:** /sql/1.0/warehouses/abc123
4. **Data Connectivity mode:** Import
5. **Autenticação:** Personal Access Token (gerar no Databricks)
6. **Selecionar tabelas Delta**
7. **Load**

## 10.12 Otimização de Performance

### 1. Usar Import ao Invés de DirectQuery

**Import:**

* Dados em memória (rápido)
* Precisa refresh

**DirectQuery:**

* Dados sempre atualizados
* Lento (query no banco a cada interação)

**Recomendação:** Import + Refresh agendado

### 2. Reduzir Colunas/Linhas

**Power Query:**

* Remover colunas não usadas
* Filtrar linhas (ex: últimos 2 anos apenas)

**Menos dados = melhor performance**

### 3. Otimizar Relacionamentos

* Evitar Many-to-Many
* Usar Integer keys (não String)
* Minimizar relacionamentos bidirecionais

### 4. Agregações

**Para datasets grandes (> 1 GB):**

**Criar tabela agregada (ex: vendas mensais) e usar como fonte principal.**

## 10.13 Integração com Pipelines de Dados

### Fluxo Completo

1. Azure Data Factory:

- Ingest dados (bronze)

- Transform (silver/gold)

2. Databricks:

- Processar Big Data

- Gravar Delta Lake (gold layer)

3. Power BI:

- Conectar em Databricks SQL Endpoint

- Ler tabelas gold (agregadas)

- Dashboards para negócio

4. Refresh automático:

- ADF roda diariamente → atualiza gold

- Power BI refresh lê novos dados

## 10.14 Checklist de Habilidades

Ao final deste capítulo, você deve conseguir:

**Conceitos:**

* [ ] Explicar diferença Import vs DirectQuery
* [ ] Entender Star Schema
* [ ] Diferenciar medidas vs colunas calculadas

**Práticos:**

* [ ] Conectar Power BI em Azure SQL Database
* [ ] Conectar Power BI em Databricks (Delta Lake)
* [ ] Criar relacionamentos entre tabelas
* [ ] Transformar dados com Power Query
* [ ] Criar visualizações (Card, Bar Chart, Line Chart, Table, Slicer)
* [ ] Escrever medidas DAX básicas
* [ ] Implementar Row-Level Security (RLS)
* [ ] Publicar relatório no Power BI Service
* [ ] Agendar refresh automático

## 10.15 Recursos Complementares

**Documentação Oficial:**

* [Power BI Documentation](https://learn.microsoft.com/power-bi/)
* [DAX Reference](https://dax.guide/)
* [Power BI Best Practices](https://learn.microsoft.com/power-bi/guidance/power-bi-optimization)

**Tutoriais:**

* [Power BI Guided Learning](https://learn.microsoft.com/training/powerplatform/power-bi)
* [DAX Patterns](https://www.daxpatterns.com/)

**Community:**

* [Power BI Community](https://community.powerbi.com/)

## 10.16 Exercícios Práticos

**Exercício 1: Dashboard de Vendas**

Criar dashboard com:

1. Card: Total de Vendas, Total de Pedidos
2. Bar Chart: Vendas por categoria de produto
3. Line Chart: Evolução mensal de vendas
4. Table: Top 10 clientes
5. Slicer: Filtro por data

**Exercício 2: DAX Avançado**

Criar medidas:

1. Margem Bruta (Vendas - Custo)
2. % Margem (Margem / Vendas)
3. Vendas Acumuladas no Ano (YTD)
4. Ticket Médio (Vendas / Pedidos)

**Exercício 3: RLS**

Implementar RLS:

1. Criar role “Vendedor” que vê apenas seus clientes
2. Testar com View as Roles
3. Publicar e atribuir usuários

## Resumo do Capítulo

Neste capítulo você aprendeu:

**Power BI Desktop:** Ferramenta FREE para criar relatórios

**Conexões Azure:**

* SQL Database
* Databricks (Delta Lake)
* Data Lake

**Modelagem:** Star Schema, relacionamentos

**Power Query:** Transformações (filter, remove columns, merge)

**Visualizações:** Card, Bar/Line Chart, Table, Slicer

**DAX:** Medidas calculadas (SUM, CALCULATE, time intelligence)

**RLS:** Row-Level Security para controle de acesso

**Publicação:** Power BI Service, refresh agendado

**Integração:** Pipelines de dados → Power BI

**Próximo capítulo:** Azure Synapse Analytics - Data Warehouse!

# Capítulo 11: Azure Synapse Analytics - Fundamentos

## Objetivos do Capítulo

Ao final deste capítulo, você será capaz de:

* Compreender o que é Azure Synapse Analytics
* Diferenciar Synapse SQL Pool vs Serverless
* Provisionar Synapse Workspace
* Criar e consultar tabelas (SQL Dedicated Pool)
* Usar Serverless SQL para query em Data Lake
* Integrar Synapse com Data Lake e Delta Lake
* Criar pipelines de integração no Synapse
* Otimizar queries (distribuição, particionamento)
* Implementar Star Schema em Synapse
* Conectar Power BI em Synapse

**Tempo estimado:** 5-6 horas

**Custo Azure:** R$ 300-800/mês (Dedicated Pool DW100c pausado ~R$ 0)

## 11.1 O que é Azure Synapse Analytics?

**Azure Synapse** é plataforma de analytics unificada que combina:

* **Data Warehousing** (SQL Dedicated Pool)
* **Big Data** (Spark Pools)
* **Data Integration** (Pipelines - similar ADF)
* **Visualization** (Power BI integrado)

**Em uma única interface!**

### Synapse vs Outras Ferramentas

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Característica | Synapse | Databricks | Snowflake | SQL Database |
| **Data Warehouse** | Sim (Dedicated Pool) | Não | Sim | Limitado |
| **Big Data (Spark)** | Sim (Spark Pools) | Sim | Não | Não |
| **Serverless SQL** | Sim | Não | Sim | Não |
| **Pipelines ETL** | Sim | Não | Limitado | Não |
| **Melhor para** | DW + Big Data | Big Data + ML | DW Cloud-native | OLTP |

### Componentes do Synapse

**1. SQL Pools:**

* **Dedicated Pool (antes SQL DW):** Data Warehouse provisionado
* **Serverless Pool:** Query on-demand em Data Lake (sem provisionar)

**2. Spark Pools:**

* Apache Spark gerenciado (similar Databricks)

**3. Pipelines:**

* ETL/ELT (mesma engine do ADF)

**4. Synapse Studio:**

* Interface web unificada

## 11.2 Provisionar Synapse Workspace

### Passo 1: Criar Workspace

**Azure Portal:**

1. **Barra de pesquisa:** synapse
2. **Azure Synapse Analytics → + Create**
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**Nome do arquivo:** Junior\_Cap11\_01\_synapse\_create.png

*Figura 11.1 - Criar Synapse Workspace*

1. **Aba “Basics”:**
   * **Subscription:** Free Trial
   * **Resource group:** rg-azure-de-junior
   * **Workspace name:** synapse-azuredejunior-<seunome>
   * **Region:** Brazil South
   * **Data Lake Storage Gen2:**
     + **Account name:** Selecione storage account existente
     + **File system name:** synapse (novo container)
2. **Aba “Security”:**
   * **SQL admin login:** sqladmin
   * **Password:** <senha\_forte>
3. **Review + create → Create**
4. **Aguardar deployment (5-7 minutos)**
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**Nome do arquivo:** Junior\_Cap11\_02\_synapse\_workspace\_created.png

*Figura 11.2 - Synapse Workspace criado*

### Passo 2: Abrir Synapse Studio

**Clique em “Open Synapse Studio”**

**Nova aba abre:** Synapse Studio (interface unificada)

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap11\_03\_synapse\_studio\_home.png

*Figura 11.3 - Synapse Studio (home)*

## 11.3 Serverless SQL Pool (Query em Data Lake)

**Serverless SQL Pool** permite fazer queries SQL em arquivos no Data Lake **sem provisionar infraestrutura.**

### Vantagens

* **Pay-per-query** (cobra por TB processado, não por hora)
* **Sem gerenciamento** (serverless)
* **Acesso direto** a Parquet, CSV, JSON, Delta Lake

### Use Cases

* Exploração de dados (ad-hoc queries)
* Criar views sobre Data Lake
* ETL leve (transformações SQL)

### Passo 1: Query em Arquivo Parquet

**Synapse Studio:**

1. **Develop → + SQL script**
2. **Connect to:** Built-in (Serverless Pool)
3. **Database:** master (ou criar database)

**Query:**

**SQL**

-- Query em arquivo Parquet no Data Lake

SELECT TOP 100 \*

FROM OPENROWSET(

BULK 'https://stadejuniorronaldo.dfs.core.windows.net/datalake/bronze/clientes/\*.parquet',

FORMAT = 'PARQUET'

) AS clientes

1. **Run**
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**Nome do arquivo:** Junior\_Cap11\_04\_serverless\_query\_parquet.png

*Figura 11.4 - Serverless SQL query em Parquet*

### Passo 2: Criar External Table

**Facilita consultas (não precisa escrever OPENROWSET toda vez).**

**SQL**

-- 1. Criar Master Key (uma vez por database)

CREATE MASTER KEY ENCRYPTION BY PASSWORD = 'senha\_forte\_123!';

-- 2. Criar Database Scoped Credential (se Data Lake privado)

CREATE DATABASE SCOPED CREDENTIAL DataLakeCredential

WITH IDENTITY = 'SHARED ACCESS SIGNATURE',

SECRET = '<SAS\_TOKEN>';

-- 3. Criar External Data Source

CREATE EXTERNAL DATA SOURCE DataLakeBronze

WITH (

LOCATION = 'https://stadejuniorronaldo.dfs.core.windows.net/datalake/bronze',

CREDENTIAL = DataLakeCredential

);

-- 4. Criar External File Format

CREATE EXTERNAL FILE FORMAT ParquetFormat

WITH (

FORMAT\_TYPE = PARQUET,

DATA\_COMPRESSION = 'org.apache.hadoop.io.compress.SnappyCodec'

);

-- 5. Criar External Table

CREATE EXTERNAL TABLE clientes\_external (

CustomerID INT,

FirstName VARCHAR(50),

LastName VARCHAR(50),

EmailAddress VARCHAR(100)

)

WITH (

LOCATION = 'clientes/\*.parquet',

DATA\_SOURCE = DataLakeBronze,

FILE\_FORMAT = ParquetFormat

);

-- 6. Query simples!

SELECT \* FROM clientes\_external;

### Passo 3: Query em Delta Lake

**Synapse Serverless suporta Delta Lake nativamente!**

**SQL**

SELECT TOP 100 \*

FROM OPENROWSET(

BULK 'https://stadejuniorronaldo.dfs.core.windows.net/datalake/silver/clientes\_delta/',

FORMAT = 'DELTA'

) AS clientes\_delta

**Synapse lê transaction log automaticamente!**

## 11.4 Dedicated SQL Pool (Data Warehouse)

**Dedicated Pool** é Data Warehouse tradicional (provisionado).

### Vantagens

* Performance previsível (recursos dedicados)
* Índices, estatísticas, otimizações
* Workload Management (priorização de queries)

### Quando Usar

* Data Warehouse corporativo
* Queries complexas, high concurrency
* Dados estruturados (Star Schema)

### Passo 1: Criar Dedicated SQL Pool

**Synapse Studio:**

1. **Manage → SQL pools → + New**
2. **Configurar:**
   * **Pool name:** sqldw\_junior
   * **Performance level:** DW100c (mínimo, ~R$ 10/hora)
     + Escala: DW100c → DW30000c
   * **Collation:** Default
3. **Create**
4. **Aguardar provisionamento (5-10 minutos)**
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**Nome do arquivo:** Junior\_Cap11\_05\_dedicated\_pool\_created.png

*Figura 11.5 - Dedicated SQL Pool criado*

### Passo 2: Pausar/Resumir Pool

**Importante:** Dedicated Pool cobra por hora, mesmo se não estiver usando!

**Pausar quando não estiver usando:**

**Manage → SQL pools → sqldw\_junior → Pause**

**Resumir para usar:**

**Resume**

**Economia:** Pool pausado não cobra compute (só storage)!

### Passo 3: Criar Tabela

**Synapse Studio → Develop → + SQL script**

**Connect to:** sqldw\_junior (Dedicated Pool)

**Criar Star Schema:**

**SQL**

-- Dimension: Customers

CREATE TABLE dim\_customer (

customer\_key INT IDENTITY(1,1) PRIMARY KEY NONCLUSTERED NOT ENFORCED,

customer\_id INT NOT NULL,

first\_name VARCHAR(50),

last\_name VARCHAR(50),

email VARCHAR(100),

city VARCHAR(50),

country VARCHAR(50)

)

WITH (

DISTRIBUTION = REPLICATE, -- Replica em todos nós (small dimension)

CLUSTERED COLUMNSTORE INDEX

);

-- Dimension: Products

CREATE TABLE dim\_product (

product\_key INT IDENTITY(1,1) PRIMARY KEY NONCLUSTERED NOT ENFORCED,

product\_id INT NOT NULL,

product\_name VARCHAR(100),

category VARCHAR(50),

list\_price DECIMAL(10,2)

)

WITH (

DISTRIBUTION = REPLICATE,

CLUSTERED COLUMNSTORE INDEX

);

-- Fact: Sales

CREATE TABLE fato\_vendas (

venda\_key INT IDENTITY(1,1),

customer\_key INT,

product\_key INT,

order\_date DATE,

quantity INT,

unit\_price DECIMAL(10,2),

total\_amount DECIMAL(10,2)

)

WITH (

DISTRIBUTION = HASH(customer\_key), -- Distribui por hash de customer\_key

CLUSTERED COLUMNSTORE INDEX,

PARTITION (order\_date RANGE RIGHT FOR VALUES (

'2023-01-01', '2024-01-01', '2025-01-01'

))

);

**Execute!**

### Entender Distribuições

**DISTRIBUTION:** Como dados são distribuídos entre nós (nodes).

**Opções:**

**1. HASH (distribuição por hash):**

* Melhor para **fact tables grandes**
* Escolher coluna de join frequente
* Exemplo: HASH(customer\_key)

**2. REPLICATE (replicar em todos nós):**

* Melhor para **dimension tables pequenas (< 2 GB)**
* Elimina data movement em joins
* Exemplo: dimensões

**3. ROUND\_ROBIN (distribuição aleatória):**

* Default (não recomendado)
* Usa quando não há coluna boa para hash

## 11.5 Carregar Dados no Dedicated Pool

### Método 1: COPY Statement (Recomendado)

**COPY** é método mais rápido e flexível.

**SQL**

-- Carregar de Data Lake para dim\_customer

COPY INTO dim\_customer (customer\_id, first\_name, last\_name, email, city, country)

FROM 'https://stadejuniorronaldo.dfs.core.windows.net/datalake/silver/clientes/\*.parquet'

WITH (

FILE\_TYPE = 'PARQUET',

CREDENTIAL = (IDENTITY = 'SHARED ACCESS SIGNATURE', SECRET = '<SAS\_TOKEN>')

);

### Método 2: Synapse Pipeline (Orquestração)

**Similar ADF:**

1. **Integrate → + Pipeline**
2. **Adicionar “Copy data” activity**
3. **Source:** Data Lake (Parquet)
4. **Sink:** Dedicated Pool (dim\_customer)
5. **Run pipeline**
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**Nome do arquivo:** Junior\_Cap11\_06\_synapse\_pipeline\_copy.png

*Figura 11.6 - Pipeline Synapse (carga de dados)*

### Método 3: PolyBase (Legado)

**PolyBase** é predecessor do COPY (ainda suportado).

**SQL**

-- 1. Criar External Data Source

CREATE EXTERNAL DATA SOURCE DataLakeSource

WITH (

TYPE = HADOOP,

LOCATION = 'wasbs://datalake@stadejuniorronaldo.blob.core.windows.net'

);

-- 2. Criar External File Format

CREATE EXTERNAL FILE FORMAT ParquetFormat

WITH (FORMAT\_TYPE = PARQUET);

-- 3. Criar External Table

CREATE EXTERNAL TABLE ext\_clientes (...)

WITH (

LOCATION = 'silver/clientes/',

DATA\_SOURCE = DataLakeSource,

FILE\_FORMAT = ParquetFormat

);

-- 4. INSERT INTO (carrega dados)

INSERT INTO dim\_customer

SELECT \* FROM ext\_clientes;

**Recomendação:** Use COPY (mais simples e rápido).

## 11.6 Otimizações

### 1. Columnstore Index

**Synapse usa Columnstore por padrão (compressão + performance).**

**Verificar:**

**SQL**

SELECT object\_name(object\_id) AS table\_name,

name AS index\_name,

type\_desc

FROM sys.indexes

WHERE object\_name(object\_id) = 'fato\_vendas';

### 2. Estatísticas

**Estatísticas ajudam otimizador de queries.**

**Criar estatísticas:**

**SQL**

CREATE STATISTICS stat\_customer\_key ON fato\_vendas(customer\_key);

CREATE STATISTICS stat\_order\_date ON fato\_vendas(order\_date);

**Update automático:**

**SQL**

UPDATE STATISTICS fato\_vendas;

### 3. Particionamento

**Tabela fato\_vendas já tem partition por order\_date.**

**Benefícios:**

* Elimina partições não necessárias (partition elimination)
* Manutenção mais rápida (SWITCH partitions)

**Verificar partitions:**

**SQL**

SELECT SCHEMA\_NAME(t.schema\_id) AS schema\_name,

t.name AS table\_name,

p.partition\_number,

p.rows

FROM sys.tables t

JOIN sys.partitions p ON t.object\_id = p.object\_id

WHERE t.name = 'fato\_vendas'

ORDER BY p.partition\_number;

### 4. Workload Management

**Classificar queries em grupos (importância).**

**Exemplo:**

**SQL**

-- Criar Workload Classifier

CREATE WORKLOAD CLASSIFIER HighPriorityQueries

WITH (

WORKLOAD\_GROUP = 'xlargerc', -- Mais recursos

MEMBERNAME = 'user@domain.com',

IMPORTANCE = HIGH

);

## 11.7 Queries Analíticas

### Exemplo: Total de Vendas por Produto

**SQL**

SELECT

p.product\_name,

p.category,

SUM(f.total\_amount) AS total\_vendas,

SUM(f.quantity) AS total\_quantidade

FROM fato\_vendas f

INNER JOIN dim\_product p ON f.product\_key = p.product\_key

GROUP BY p.product\_name, p.category

ORDER BY total\_vendas DESC;

### Exemplo: Vendas Mensais (Evolução)

**SQL**

SELECT

YEAR(order\_date) AS ano,

MONTH(order\_date) AS mes,

SUM(total\_amount) AS total\_vendas

FROM fato\_vendas

GROUP BY YEAR(order\_date), MONTH(order\_date)

ORDER BY ano, mes;

### Exemplo: Top 10 Clientes

**SQL**

SELECT TOP 10

c.first\_name + ' ' + c.last\_name AS cliente,

SUM(f.total\_amount) AS total\_gasto

FROM fato\_vendas f

INNER JOIN dim\_customer c ON f.customer\_key = c.customer\_key

GROUP BY c.first\_name, c.last\_name

ORDER BY total\_gasto DESC;

## 11.8 Integração com Power BI

### Conectar Power BI em Synapse

**Power BI Desktop:**

1. **Get data → Azure → Azure Synapse Analytics (SQL DW)**
2. **Server:** synapse-azuredejunior-<nome>.sql.azuresynapse.net
3. **Database:** sqldw\_junior
4. **Data Connectivity mode:** Import (ou DirectQuery)
5. **Autenticar**
6. **Selecionar tabelas:** dim\_customer, dim\_product, fato\_vendas
7. **Load**

**Criar dashboard normalmente!**
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**Nome do arquivo:** Junior\_Cap11\_07\_powerbi\_synapse\_connection.png

*Figura 11.7 - Power BI conectado em Synapse*

## 11.9 Serverless vs Dedicated - Quando Usar?

|  |  |  |
| --- | --- | --- |
| Cenário | Serverless SQL | Dedicated SQL Pool |
| **Exploração de dados** | Ideal | Overkill |
| **Ad-hoc queries** | Pay-per-query | Paga mesmo sem usar |
| **Data Warehouse corporativo** | Performance variável | Ideal |
| **Queries complexas recorrentes** | OK (pode ser lento) | Otimizado |
| **Custo** | Baixo (< R$ 50/mês) | Alto (R$ 300-800/mês) |
| **Setup** | Zero | Provisionar + tuning |

**Regra geral:**

* **Serverless:** Exploração, ETL leve, dados em Data Lake
* **Dedicated:** DW corporativo, high performance, workloads previsíveis

## 11.10 Checklist de Habilidades

Ao final deste capítulo, você deve conseguir:

**Conceitos:**

* [ ] Explicar Synapse Analytics (componentes)
* [ ] Diferenciar Serverless vs Dedicated Pool
* [ ] Entender distribuições (HASH, REPLICATE, ROUND\_ROBIN)

**Práticos:**

* [ ] Provisionar Synapse Workspace
* [ ] Fazer query em Data Lake com Serverless SQL (OPENROWSET)
* [ ] Criar External Table
* [ ] Query em Delta Lake
* [ ] Criar Dedicated SQL Pool
* [ ] Criar Star Schema (dimensions + fact)
* [ ] Carregar dados (COPY statement)
* [ ] Otimizar queries (statisticas, partitions)
* [ ] Conectar Power BI em Synapse

## 11.11 Recursos Complementares

**Documentação Oficial:**

* [Azure Synapse Analytics](https://learn.microsoft.com/azure/synapse-analytics/)
* [Serverless SQL Pool](https://learn.microsoft.com/azure/synapse-analytics/sql/on-demand-workspace-overview)
* [Dedicated SQL Pool Best Practices](https://learn.microsoft.com/azure/synapse-analytics/sql-data-warehouse/sql-data-warehouse-best-practices)

**Tutoriais:**

* [Synapse Quickstart](https://learn.microsoft.com/azure/synapse-analytics/quickstart-create-workspace)

## 11.12 Exercícios Práticos

**Exercício 1: Serverless SQL**

1. Criar database no Serverless Pool
2. Criar External Table apontando para Data Lake (Parquet)
3. Query top 100 registros
4. Criar view materializada

**Exercício 2: Dedicated Pool Star Schema**

1. Criar Dedicated Pool (DW100c)
2. Criar Star Schema:
   * dim\_cliente
   * dim\_produto
   * dim\_data (calendar table)
   * fato\_vendas
3. Carregar dados com COPY
4. Criar query agregada (vendas por mês/categoria)

**Exercício 3: Integração completa**

1. Pipeline Synapse:
   * Source: Data Lake (bronze)
   * Transform: Limpeza (Serverless SQL ou Spark)
   * Sink: Dedicated Pool (gold)
2. Agendar pipeline (diário)
3. Conectar Power BI e criar dashboard

## Resumo do Capítulo

Neste capítulo você aprendeu:

**Synapse Analytics:** Plataforma unificada (DW + Big Data + Pipelines)

**Serverless SQL Pool:**

* Query em Data Lake (Parquet, Delta Lake)
* Pay-per-query (R$ por TB processado)
* External Tables

**Dedicated SQL Pool:**

* Data Warehouse provisionado (MPP)
* Star Schema (dimensions + facts)
* Distribuições (HASH, REPLICATE)
* Otimizações (Columnstore, Statistics, Partitions)

**Carregamento:** COPY statement, Pipelines

**Integração:** Power BI, Pipelines (similar ADF)

**Quando usar:** Serverless (exploração) vs Dedicated (DW corporativo)

**Próximo capítulo:** Segurança e Governança de Dados!

# Capítulo 12: Segurança e Governança de Dados

## Objetivos do Capítulo

Ao final deste capítulo, você será capaz de:

* Implementar Azure Active Directory (Azure AD) para autenticação
* Configurar Role-Based Access Control (RBAC)
* Usar Azure Key Vault para gerenciar secrets
* Implementar Private Endpoints (rede privada)
* Configurar Data Lake ACLs (Access Control Lists)
* Habilitar auditing e logging
* Implementar data masking e encriptação
* Aplicar Microsoft Purview para data governance
* Implementar data lineage e data catalog
* Criar políticas de retenção e compliance

**Tempo estimado:** 4-5 horas

**Custo Azure:** Key Vault (R$ 5/mês), Purview (R$ 500+/mês - opcional)

## 12.1 Fundamentos de Segurança Azure

### Camadas de Segurança

**1. Identity & Access (Quem pode acessar?)**

* Azure Active Directory (Azure AD)
* RBAC (Role-Based Access Control)
* Managed Identities

**2. Network Security (Como acessar?)**

* Private Endpoints
* Virtual Networks (VNets)
* Firewall Rules

**3. Data Protection (Proteger dados)**

* Encryption at rest / in transit
* Azure Key Vault (secrets)
* Data Masking

**4. Monitoring & Compliance (Auditar)**

* Azure Monitor
* Log Analytics
* Microsoft Purview

## 12.2 Azure Active Directory (Azure AD)

**Azure AD** é serviço de identidade e acesso da Microsoft.

### Conceitos Principais

**Users:**

* Usuários individuais (ex: joao@empresa.com)

**Groups:**

* Conjunto de usuários (ex: “Equipe Data Engineering”)

**Service Principals:**

* Identidade para aplicações (ex: ADF, Databricks)

**Managed Identities:**

* Identidade automática para recursos Azure (sem senha!)

### Criar Usuário no Azure AD

**Azure Portal:**

1. **Azure Active Directory → Users → + New user**
2. **User principal name:** maria.silva@seudominio.onmicrosoft.com
3. **Name:** Maria Silva
4. **Password:** Auto-generate (copiar!)
5. **Groups:** Adicionar em grupo (ex: “Data Engineers”)
6. **Create**
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*Figura 12.1 - Criar usuário no Azure AD*

## 12.3 Role-Based Access Control (RBAC)

**RBAC** controla **quem** pode fazer **o quê** em **qual recurso**.

### Principais Built-in Roles

**Nível de Subscription/Resource Group:**

* **Owner:** Controle total (incluindo atribuir permissões)
* **Contributor:** Criar/modificar recursos (sem atribuir permissões)
* **Reader:** Apenas leitura

**Específicos para Data:**

* **Storage Blob Data Contributor:** Ler/gravar blobs
* **Storage Blob Data Reader:** Apenas ler blobs
* **SQL DB Contributor:** Gerenciar databases
* **Data Factory Contributor:** Gerenciar pipelines ADF

### Atribuir Role (RBAC)

**Exemplo: Dar acesso de leitura ao Data Lake**

**Azure Portal:**

1. **Storage Account → Access Control (IAM)**
2. **+ Add → Add role assignment**
3. **Role:** Storage Blob Data Reader
4. **Assign access to:** User, group, or service principal
5. **Select:** Maria Silva
6. **Save**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap12\_02\_rbac\_assignment.png

*Figura 12.2 - Atribuir RBAC role*

**Agora Maria pode ler blobs, mas não modificar!**

### Managed Identity

**Managed Identity** elimina necessidade de armazenar credenciais.

**Tipos:**

**System-assigned:**

* Criada automaticamente com recurso (ex: ADF)
* Deletada quando recurso é deletado

**User-assigned:**

* Criada manualmente
* Pode ser atribuída a múltiplos recursos

**Habilitar Managed Identity no ADF:**

**Azure Portal:**

1. **Data Factory → Identity**
2. **System assigned → Status: On**
3. **Save**
4. **Copiar Object (principal) ID**
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**Nome do arquivo:** Junior\_Cap12\_03\_adf\_managed\_identity.png

*Figura 12.3 - Managed Identity do ADF*

**Dar permissão ao ADF para acessar Data Lake:**

**Storage Account → Access Control (IAM) → Add role assignment:**

* **Role:** Storage Blob Data Contributor
* **Assign access to:** Managed identity
* **Select:** data-factory-azuredejunior

**Agora ADF pode acessar Data Lake sem senha!**

## 12.4 Azure Key Vault

**Key Vault** armazena secrets de forma segura (senhas, chaves, certificados).

### Vantagens

* Centralizado (um lugar para todos secrets)
* Controle de acesso (RBAC)
* Auditoria (quem acessou qual secret)
* Rotação automática de secrets

### Criar Key Vault

**Azure Portal:**

1. **Buscar “Key vaults” → + Create**
2. **Configurar:**
   * **Resource group:** rg-azure-de-junior
   * **Key vault name:** kv-azuredejunior-<seunome>
   * **Region:** Brazil South
   * **Pricing tier:** Standard
3. **Access configuration:**
   * **Permission model:** Azure role-based access control (RBAC)
4. **Review + create → Create**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap12\_04\_key\_vault\_created.png

*Figura 12.4 - Key Vault criado*

### Adicionar Secret

**Key Vault → Secrets → + Generate/Import**

**Configurar:**

* **Name:** sql-admin-password
* **Value:** <sua\_senha\_sql>
* **Enabled:** Yes

**Create**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap12\_05\_key\_vault\_secret.png

*Figura 12.5 - Adicionar secret ao Key Vault*

### Usar Secret no ADF

**ADF Linked Service (SQL Database):**

1. **Password:** Selecionar **Azure Key Vault**
2. **AKV linked service:** Criar novo:
   * **Base URL:** https://kv-azuredejunior-<nome>.vault.azure.net/
   * **Authentication:** Managed Identity (ADF)
3. **Secret name:** sql-admin-password
4. **Test connection → Success!**
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**Nome do arquivo:** Junior\_Cap12\_06\_adf\_key\_vault\_linked\_service.png

*Figura 12.6 - ADF usando Key Vault secret*

**Dar permissão ADF para ler secrets:**

**Key Vault → Access Control (IAM) → Add role assignment:**

* **Role:** Key Vault Secrets User
* **Assign to:** Managed identity → data-factory-azuredejunior

## 12.5 Network Security

### Private Endpoints

**Private Endpoint** cria conexão privada entre VNet e recurso Azure.

**Vantagens:**

* Dados não trafegam pela internet pública
* Acesso apenas de dentro da VNet
* Compliance (LGPD, HIPAA, etc)

**Criar Private Endpoint (Storage Account):**

**Azure Portal:**

1. **Storage Account → Networking → Private endpoint connections**
2. **+ Private endpoint**
3. **Configurar:**
   * **Name:** pe-datalake
   * **Region:** Brazil South
   * **Virtual network:** Criar ou selecionar VNet existente
   * **Subnet:** default
   * **Target sub-resource:** blob
4. **Create**
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**Nome do arquivo:** Junior\_Cap12\_07\_private\_endpoint.png

*Figura 12.7 - Private Endpoint (rede privada)*

**Desabilitar acesso público:**

**Storage Account → Networking → Firewalls and virtual networks:**

* **Public network access:** Disabled

**Agora só acessa via Private Endpoint!**

### Firewall Rules (IP Allowlist)

**Alternativa mais simples (sem VNet):**

**Storage Account → Networking → Firewalls and virtual networks:**

1. **Public network access:** Enabled from selected virtual networks and IP addresses
2. **Firewall → Add your client IP address** (seu IP atual)
3. **Save**

**Apenas seu IP pode acessar!**

## 12.6 Data Lake ACLs (Access Control Lists)

**ACLs** controlam acesso nível de arquivo/pasta no Data Lake.

### Tipos de Permissões

**rwx:**

* **r** (read): Ler arquivo/listar pasta
* **w** (write): Gravar arquivo/criar subpasta
* **x** (execute): Acessar pasta (travessia)

### Configurar ACL

**Azure Portal:**

1. **Storage Account → Containers → datalake → bronze/**
2. **Right-click pasta → Manage ACL**
3. **Add principal:**
   * **User:** maria.silva@empresa.onmicrosoft.com
   * **Permissions:** Read, Execute (r-x)
   * **Apply to:** This folder and all children
4. **Save**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap12\_08\_data\_lake\_acl.png

*Figura 12.8 - Data Lake ACL (permissões granulares)*

**Maria agora pode:**

* Ler arquivos em bronze/
* Não pode modificar/deletar

## 12.7 Encryption (Criptografia)

### Encryption at Rest

**Azure encrypta dados automaticamente (padrão)!**

**Storage Account:**

* **Encryption:** Microsoft-managed keys (default)
* Ou: **Customer-managed keys** (Key Vault)

**Verificar:**

**Storage Account → Encryption → Encryption type: Microsoft-managed keys**

### Encryption in Transit

**TLS (HTTPS) obrigatório:**

**Storage Account → Configuration:**

* **Secure transfer required:** Enabled

**Bloqueia conexões HTTP (inseguras).**

### Transparent Data Encryption (TDE) - SQL Database

**TDE encrypta banco de dados automaticamente.**

**SQL Database → Transparent data encryption:**

* **Status:** Enabled (padrão)

**Dados em disco são encriptados!**

## 12.8 Data Masking

**Data Masking** oculta dados sensíveis em queries.

### Dynamic Data Masking (SQL Database)

**Cenário:** Ocultar parte do email para usuários não-admin.

**SQL Database → Dynamic Data Masking:**

1. **+ Add mask**
2. **Configurar:**
   * **Schema:** SalesLT
   * **Table:** Customer
   * **Column:** EmailAddress
   * **Masking function:** Email (xxx@xxxx.com)
3. **Add**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap12\_09\_data\_masking.png

*Figura 12.9 - Dynamic Data Masking (SQL)*

**Resultado:**

**Usuário admin:**

**SQL**

SELECT EmailAddress FROM SalesLT.Customer;

-- joao.silva@exemplo.com

**Usuário comum:**

**SQL**

SELECT EmailAddress FROM SalesLT.Customer;

-- jXXX@XXXX.com

## 12.9 Auditing e Logging

### Azure Monitor

**Azure Monitor** centraliza logs de todos recursos.

**Habilitar Diagnostic Settings (Storage Account):**

**Azure Portal:**

1. **Storage Account → Diagnostic settings → + Add diagnostic setting**
2. **Configurar:**
   * **Name:** storage-audit-logs
   * **Logs:** Select all (StorageRead, StorageWrite, StorageDelete)
   * **Destination:** Send to Log Analytics workspace
3. **Save**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap12\_10\_diagnostic\_settings.png

*Figura 12.10 - Diagnostic Settings (auditoria)*

### Consultar Logs (Log Analytics)

**Log Analytics Workspace → Logs:**

**Query KQL (Kusto Query Language):**

**KQL**

StorageBlobLogs

| where TimeGenerated > ago(24h)

| where OperationName == “PutBlob” or OperationName == “GetBlob”

| project TimeGenerated, OperationName, CallerIpAddress, Uri

| order by TimeGenerated desc

**Resultado:** Todas operações de leitura/gravação nas últimas 24h.

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap12\_11\_log\_analytics\_query.png

*Figura 12.11 - Log Analytics (consulta de logs)*

### SQL Database Auditing

**SQL Database → Auditing:**

1. **Enable Azure SQL Auditing:** ON
2. **Audit log destination:** Log Analytics
3. **Log Analytics workspace:** Selecionar workspace
4. **Save**

**Audita todas queries, logins, mudanças de schema!**

## 12.10 Microsoft Purview (Data Governance)

**Microsoft Purview** é plataforma de governança de dados.

**Funcionalidades:**

* **Data Catalog:** Catálogo searchable de todos datasets
* **Data Lineage:** Rastrear origem/destino de dados
* **Data Classification:** Identificar dados sensíveis (PII, LGPD)
* **Data Quality:** Monitorar qualidade

### Criar Purview Account

**Azure Portal:**

1. **Buscar “Microsoft Purview” → + Create**
2. **Configurar:**
   * **Resource group:** rg-azure-de-junior
   * **Purview account name:** purview-azuredejunior
   * **Region:** Brazil South
3. **Review + create → Create**

**Custo:** ~R$ 500/mês (considerar para produção)

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap12\_12\_purview\_account.png

*Figura 12.12 - Microsoft Purview (data governance)*

### Registrar Data Source

**Purview Studio (purview.azure.com):**

1. **Data Map → Sources → + Register**
2. **Selecionar tipo:** Azure Data Lake Storage Gen2
3. **Configurar:**
   * **Name:** datalake-bronze
   * **Storage account:** stadejuniorronaldo
   * **Collection:** Root
4. **Register**

### Scan Data Source

**Scan descobre automaticamente datasets e schemas.**

**Purview Studio:**

1. **Source registrado → + New scan**
2. **Configurar:**
   * **Name:** scan-bronze
   * **Credential:** Managed Identity (Purview)
   * **Scope:** Selecionar containers
3. **Run scan**
4. **Aguardar conclusão (5-10 min)**

**Purview cataloga automaticamente todos arquivos!**

### Data Lineage

**Purview rastreia fluxo de dados automaticamente (se integrado com ADF/Databricks).**

**Exemplo de lineage:**

Data Lake (bronze/clientes.csv)

↓

ADF Pipeline (Copy Activity)

↓

SQL Database (clientes table)

↓

Power BI (Dashboard Vendas)

**Visualização gráfica no Purview Studio!**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap12\_13\_purview\_lineage.png

*Figura 12.13 - Data Lineage (rastreabilidade)*

## 12.11 Compliance e Políticas

### Azure Policy

**Azure Policy** garante compliance automático.

**Exemplo: Forçar encryption em todos Storage Accounts**

**Azure Portal:**

1. **Policy → Definitions → Search “storage encryption”**
2. **Selecionar:** “Storage accounts should use customer-managed key for encryption”
3. **Assign → Scope:** Subscription
4. **Assign**

**Agora qualquer Storage Account sem encryption será flagged!**

### Retention Policies (Data Lake)

**Configurar retenção de dados (LGPD compliance):**

**Storage Account → Data management → Lifecycle management:**

1. **+ Add rule**
2. **Configurar:**
   * **Name:** delete-old-bronze-data
   * **Rule scope:** Limit blobs with filters
   * **Blob type:** Block blobs
   * **Blob subtype:** Base blobs
   * **Prefix:** bronze/
   * **Action:** Delete blob
   * **Days after last modification:** 365
3. **Add**

**Dados em bronze/ mais antigos que 1 ano são deletados automaticamente!**

## 12.12 Checklist de Habilidades

Ao final deste capítulo, você deve conseguir:

**Conceitos:**

* [ ] Explicar camadas de segurança Azure
* [ ] Diferenciar RBAC vs ACL
* [ ] Entender Managed Identity

**Práticos:**

* [ ] Criar usuário no Azure AD
* [ ] Atribuir RBAC roles
* [ ] Habilitar Managed Identity (ADF)
* [ ] Criar Key Vault e armazenar secrets
* [ ] Usar Key Vault no ADF
* [ ] Configurar Private Endpoint
* [ ] Configurar Data Lake ACLs
* [ ] Habilitar Data Masking (SQL)
* [ ] Configurar Diagnostic Settings
* [ ] Consultar logs (Log Analytics)
* [ ] Usar Microsoft Purview (opcional)

## 12.13 Recursos Complementares

**Documentação Oficial:**

* [Azure Security Best Practices](https://learn.microsoft.com/azure/security/fundamentals/best-practices-and-patterns)
* [Azure Key Vault](https://learn.microsoft.com/azure/key-vault/)
* [Microsoft Purview](https://learn.microsoft.com/purview/)

**Compliance:**

* [Azure LGPD Compliance](https://learn.microsoft.com/compliance/regulatory/offering-lgpd)

## 12.14 Exercícios Práticos

**Exercício 1: RBAC Completo**

1. Criar 3 usuários:
   * Admin: Owner role
   * Developer: Contributor role
   * Analyst: Reader role
2. Testar acessos com cada usuário

**Exercício 2: Key Vault Integration**

1. Criar Key Vault
2. Adicionar secrets:
   * SQL admin password
   * Storage account key
3. Configurar ADF para usar ambos secrets

**Exercício 3: Auditoria**

1. Habilitar Diagnostic Settings (Storage, SQL, ADF)
2. Gerar atividade (upload files, queries)
3. Consultar logs no Log Analytics
4. Criar alerta para atividade suspeita

## Resumo do Capítulo

Neste capítulo você aprendeu:

**Identity & Access:**

* Azure AD (users, groups)
* RBAC (roles, assignments)
* Managed Identities (sem senha!)

**Secrets Management:**

* Azure Key Vault (armazenar secrets)
* Integração ADF/Databricks

**Network Security:**

* Private Endpoints (rede privada)
* Firewall rules

**Data Protection:**

* Encryption (at rest, in transit)
* Data Masking (SQL)
* Data Lake ACLs (permissões granulares)

**Auditing:**

* Diagnostic Settings
* Log Analytics (KQL queries)
* SQL Auditing

**Governance:**

* Microsoft Purview (data catalog, lineage)
* Azure Policy (compliance)
* Retention policies

**Próximo capítulo:** Monitoramento e Alertas!

# Capítulo 13: Monitoramento e Alertas

## Objetivos do Capítulo

Ao final deste capítulo, você será capaz de:

* Configurar Azure Monitor para recursos de dados
* Criar dashboards de monitoramento
* Configurar alertas automatizados
* Monitorar pipelines ADF/Synapse
* Usar Application Insights para debugging
* Criar métricas customizadas
* Implementar health checks automatizados
* Configurar notificações (email, Teams, Slack)
* Analisar performance e custos
* Criar runbooks de incident response

**Tempo estimado:** 4-5 horas

**Custo Azure:** Azure Monitor (R$ 20-100/mês, depende de volume de logs)

## 13.1 Fundamentos de Monitoramento

### Por Que Monitorar?

**Objetivos:**

* **Detecção de falhas:** Identificar problemas antes de impactar negócio
* **Performance:** Otimizar queries e pipelines lentos
* **Custos:** Identificar desperdícios
* **Capacidade:** Planejar escalabilidade
* **Debugging:** Investigar erros

### Tipos de Monitoramento

**1. Metrics (Métricas):**

* Valores numéricos ao longo do tempo
* Ex: CPU%, memória, latência, throughput

**2. Logs:**

* Eventos textuais
* Ex: “Pipeline failed at 10:23”, “Query executed in 2.5s”

**3. Traces (Rastreamento):**

* Fluxo de execução distribuído
* Ex: Request ID atravessando múltiplos serviços

## 13.2 Azure Monitor

**Azure Monitor** é plataforma centralizada de monitoramento.

**Componentes:**

**1. Metrics Explorer:**

* Visualizar métricas em gráficos

**2. Logs (Log Analytics):**

* Consultar logs com KQL

**3. Alerts:**

* Dispara ações quando condições são atendidas

**4. Dashboards:**

* Painéis visuais customizados

**5. Workbooks:**

* Relatórios interativos

## 13.3 Monitorar Azure Data Factory

### Habilitar Diagnostic Settings

**Azure Portal:**

1. **Data Factory → Diagnostic settings → + Add diagnostic setting**
2. **Configurar:**
   * **Name:** adf-monitoring
   * **Logs:** Select all:
     + PipelineRuns
     + ActivityRuns
     + TriggerRuns
   * **Metrics:** AllMetrics
   * **Destination:** Send to Log Analytics workspace
3. **Save**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap13\_01\_adf\_diagnostic\_settings.png

*Figura 13.1 - ADF Diagnostic Settings*

### Métricas do ADF

**Azure Monitor → Metrics:**

**Resource:** data-factory-azuredejunior

**Métricas disponíveis:**

* **PipelineSucceededRuns:** Pipelines bem-sucedidos
* **PipelineFailedRuns:** Pipelines falhados
* **ActivitySucceededRuns:** Activities bem-sucedidas
* **ActivityFailedRuns:** Activities falhadas
* **TriggerSucceededRuns:** Triggers executados

**Criar gráfico:**

1. **Metric:** PipelineFailedRuns
2. **Aggregation:** Count
3. **Time range:** Last 7 days

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap13\_02\_adf\_metrics\_chart.png

*Figura 13.2 - ADF Metrics (falhas de pipelines)*

### Consultar Logs do ADF (KQL)

**Log Analytics Workspace → Logs:**

**Query 1: Pipelines falhados (últimas 24h)**

**KQL**

ADFPipelineRun

| where TimeGenerated > ago(24h)

| where Status == “Failed”

| project TimeGenerated, PipelineName, Status, FailureType, ErrorMessage

| order by TimeGenerated desc

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap13\_03\_adf\_failed\_pipelines\_query.png

*Figura 13.3 - Query: Pipelines falhados*

**Query 2: Top 10 pipelines mais lentos**

**KQL**

ADFPipelineRun

| where TimeGenerated > ago(7d)

| where Status == “Succeeded”

| extend DurationMinutes = (End - Start) / 1m

| summarize AvgDuration = avg(DurationMinutes) by PipelineName

| top 10 by AvgDuration desc

**Query 3: Falhas por erro**

**KQL**

ADFActivityRun

| where TimeGenerated > ago(7d)

| where Status == “Failed”

| summarize FailureCount = count() by ErrorCode

| order by FailureCount desc

## 13.4 Criar Alertas

### Alert Rule (Pipelines Falhados)

**Azure Monitor → Alerts → + Create → Alert rule:**

**1. Scope:**

* **Resource:** data-factory-azuredejunior

**2. Condition:**

* **Signal name:** PipelineFailedRuns
* **Aggregation type:** Total
* **Operator:** Greater than
* **Threshold:** 0
* **Evaluation frequency:** 5 minutes

**3. Actions:**

* **Action group:** Criar novo

**Action group:**

* **Name:** notify-data-team
* **Notification type:** Email/SMS
* **Email:** seu-email@empresa.com

**4. Details:**

* **Alert rule name:** ADF Pipeline Failed
* **Severity:** 2 - Warning

**5. Create**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap13\_04\_alert\_rule\_adf.png

*Figura 13.4 - Alert Rule (pipelines falhados)*

**Quando pipeline falhar → Email enviado automaticamente!**

### Alert com Webhook (Slack/Teams)

**Action group → + Add action:**

**Action type:** Webhook

**Webhook URL:** https://hooks.slack.com/services/T00000000/B00000000/XXXXXXXXXXXXXXXXXXXXXXXX

**Payload (JSON):**

**JSON**

{

“text”: “ \*ADF Pipeline Failed!\*\nPipeline: #alertContext.condition.allOf[0].metricName\nTime: #alertContext.condition.windowStartTime”

}

**Agora alertas aparecem no Slack!**

## 13.5 Monitorar Databricks

### Cluster Metrics

**Databricks Workspace → Compute → Cluster → Metrics:**

**Métricas disponíveis:**

* CPU Utilization
* Memory Usage
* Network I/O
* Disk I/O

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap13\_05\_databricks\_cluster\_metrics.png

*Figura 13.5 - Databricks Cluster Metrics*

### Spark UI (Job Monitoring)

**Notebook → Após executar célula → Spark Jobs → View (abre Spark UI)**

**Informações disponíveis:**

* **Jobs:** Lista de jobs executados
* **Stages:** Divisões de cada job
* **Tasks:** Paralelização (executors)
* **Storage:** Dados cacheados
* **Executors:** Workers ativos

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap13\_06\_spark\_ui\_jobs.png

*Figura 13.6 - Spark UI (monitoramento de jobs)*

### Databricks Logs (Log Analytics)

**Databricks Workspace → Admin Console → Logging:**

**Configurar:**

* **Destination:** Log Analytics
* **Log Analytics workspace:** Selecionar workspace
* **Enable**

**Logs disponíveis:**

* Cluster events (start, stop, errors)
* Notebook executions
* Job runs

## 13.6 Monitorar SQL Database

### Métricas de Performance

**SQL Database → Metrics:**

**Métricas importantes:**

* **DTU percentage:** Uso de recursos (Database Transaction Units)
* **CPU percentage**
* **Data IO percentage**
* **Log IO percentage**
* **Deadlocks:** Bloqueios
* **Failed connections**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap13\_07\_sql\_database\_metrics.png

*Figura 13.7 - SQL Database Metrics*

### Query Performance Insights

**SQL Database → Query Performance Insight:**

**Mostra:**

* Top queries por CPU
* Top queries por duração
* Top queries por execuções

**Identificar queries problemáticas!**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap13\_08\_query\_performance\_insight.png

*Figura 13.8 - Query Performance Insight*

### Automatic Tuning

**SQL Database → Automatic tuning:**

**Habilitar:**

* Create index (cria índices automaticamente)
* Drop index (remove índices não utilizados)
* Force last good plan (usa plano de execução otimizado)

**Azure otimiza automaticamente performance!**

## 13.7 Monitorar Data Lake (Storage)

### Métricas de Storage

**Storage Account → Metrics:**

**Métricas:**

* **Transactions:** Operações (GET, PUT, DELETE)
* **Ingress:** Bytes enviados ao storage
* **Egress:** Bytes lidos do storage
* **Availability:** % uptime
* **Success E2E Latency:** Latência ponta-a-ponta
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**Nome do arquivo:** Junior\_Cap13\_09\_storage\_metrics.png

*Figura 13.9 - Storage Account Metrics*

### Storage Logs (Auditoria)

**Visto no Cap 12:** Diagnostic Settings → Log Analytics

**Query: Top arquivos acessados**

**KQL**

StorageBlobLogs

| where TimeGenerated > ago(24h)

| where OperationName == “GetBlob”

| summarize AccessCount = count() by Uri

| top 10 by AccessCount desc

## 13.8 Dashboards Customizados

### Criar Dashboard no Azure Portal

**Azure Portal → Dashboard → + New dashboard:**

1. **Name:** Data Platform Monitoring
2. **Adicionar tiles:**

**Tile 1: Metrics Chart (ADF Pipelines)**

* Resource: data-factory-azuredejunior
* Metric: PipelineFailedRuns
* Aggregation: Count
* Time range: Last 24 hours

**Tile 2: Metrics Chart (SQL Database)**

* Resource: sql-azuredejunior
* Metric: DTU percentage
* Time range: Last 1 hour

**Tile 3: Metrics Chart (Storage)**

* Resource: stadejuniorronaldo
* Metric: Transactions
* Time range: Last 6 hours

**Tile 4: Query Results (Log Analytics)**

* Query: ADFPipelineRun | where Status == “Failed” | count

**3. Save dashboard**
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**Nome do arquivo:** Junior\_Cap13\_10\_azure\_dashboard.png

*Figura 13.10 - Dashboard customizado*

### Compartilhar Dashboard

**Dashboard → Share:**

* **Publish to Dashboard:** Yes
* **Access control:** Adicionar usuários/grupos

**Agora equipe toda vê dashboard!**

## 13.9 Application Insights (Debugging Avançado)

**Application Insights** monitora aplicações (telemetria detalhada).

### Integrar ADF com Application Insights

**Data Factory → Diagnostic settings → Destination:**

* Send to Log Analytics
* Stream to Event Hub → Application Insights

**Alternativa:** Usar Azure Functions para processamento customizado.

### Distributed Tracing

**Application Insights rastreia requests distribuídos:**

User Request (Power BI)

↓ [request\_id: abc123]

ADF Pipeline

↓ [request\_id: abc123]

Databricks Notebook

↓ [request\_id: abc123]

SQL Database

**Application Insights → Transaction search → Filter by request\_id**

**Visualização completa da execução end-to-end!**

## 13.10 Cost Monitoring (Monitoramento de Custos)

### Cost Management + Billing

**Azure Portal → Cost Management + Billing → Cost analysis:**

**Filtros:**

* **Resource group:** rg-azure-de-junior
* **Time range:** Last 30 days

**Visualizações:**

* **By service:** Quanto gasto por serviço (ADF, Databricks, SQL, Storage)
* **By resource:** Detalhamento por recurso específico
* **Forecast:** Projeção de gastos futuros

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap13\_11\_cost\_analysis.png

*Figura 13.11 - Análise de custos*

### Budget Alerts

**Cost Management → Budgets → + Add:**

**Configurar:**

* **Name:** data-platform-budget-monthly
* **Amount:** R$ 500
* **Alert conditions:**
  + 50% of budget → Email
  + 80% of budget → Email
  + 100% of budget → Email + webhook

**Previne surpresas na fatura!**

## 13.11 Health Checks Automatizados

### Criar Health Check Pipeline (ADF)

**Pipeline que testa conectividade de todas fontes:**

**JSON**

{

“name”: “PL\_HealthCheck\_Daily”,

“activities”: [

{

“name”: “Test SQL Connection”,

“type”: “Lookup”,

“linkedServiceName”: “LS\_SQL\_Database”,

“typeProperties”: {

“source”: {

“query”: “SELECT 1 AS HealthCheck”

}

}

},

{

“name”: “Test Data Lake Connection”,

“type”: “GetMetadata”,

“linkedServiceName”: “LS\_DataLake”,

“typeProperties”: {

“dataset”: “DS\_DataLake\_Root”,

“fieldList”: [“exists”]

}

},

{

“name”: “Test Databricks Connection”,

“type”: “DatabricksNotebook”,

“linkedServiceName”: “LS\_Databricks”,

“typeProperties”: {

“notebookPath”: “/health\_check”,

“baseParameters”: {

“test”: “connectivity”

}

}

}

]

}

**Agendar:** Daily 7:00 AM

**Se alguma activity falhar → Alert disparado!**

## 13.12 Incident Response Runbooks

### Runbook Exemplo: “Pipeline Failed”

**Documento de procedimentos:**

**MARKDOWN**

# Runbook: ADF Pipeline Failed

## Trigger

Alert: ADF Pipeline Failed (Severity 2)

## Steps

1. \*\*Verificar erro:\*\*

- Azure Portal → Data Factory → Monitor → Pipeline runs

- Identificar pipeline falhado

- Clicar em pipeline → Ver detalhes do erro

2. \*\*Classificar erro:\*\*

- Transient (temporário): Timeout, network issue

- Persistent (persistente): Dados inválidos, schema mismatch

3. \*\*Ação imediata:\*\*

- Transient: Re-run pipeline

- Persistent: Investigar root cause

4. \*\*Investigação (Persistent):\*\*

- Log Analytics: Consultar logs detalhados

- Spark UI (se Databricks): Ver job failures

- SQL Query History: Ver queries que falharam

5. \*\*Resolver:\*\*

- Corrigir código/configuração

- Re-deploy pipeline

- Re-run

6. \*\*Comunicar:\*\*

- Teams/Slack: Notificar resolução

- Jira/ADO: Criar ticket (se necessário)

7. \*\*Post-mortem (se grave):\*\*

- Documentar causa raiz

- Implementar prevenção

## 13.13 Checklist de Habilidades

Ao final deste capítulo, você deve conseguir:

**Conceitos:**

* [ ] Explicar metrics vs logs vs traces
* [ ] Diferenciar alertas reativos vs proativos

**Práticos:**

* [ ] Habilitar Diagnostic Settings (ADF, SQL, Storage)
* [ ] Consultar logs com KQL (Log Analytics)
* [ ] Criar gráficos de métricas (Azure Monitor)
* [ ] Configurar alertas (email, webhook)
* [ ] Criar action groups
* [ ] Monitorar Databricks (Cluster Metrics, Spark UI)
* [ ] Usar Query Performance Insight (SQL)
* [ ] Criar dashboard customizado
* [ ] Analisar custos (Cost Management)
* [ ] Criar health check pipeline

## 13.14 Recursos Complementares

**Documentação Oficial:**

* [Azure Monitor](https://learn.microsoft.com/azure/azure-monitor/)
* [KQL Reference](https://learn.microsoft.com/azure/data-explorer/kusto/query/)
* [Cost Management](https://learn.microsoft.com/azure/cost-management-billing/)

**Tutoriais:**

* [Monitoring ADF Pipelines](https://learn.microsoft.com/azure/data-factory/monitor-pipelines)

## 13.15 Exercícios Práticos

**Exercício 1: Monitoramento Completo**

1. Habilitar Diagnostic Settings para:
   * ADF
   * SQL Database
   * Storage Account
   * Databricks
2. Criar 3 queries KQL úteis
3. Criar dashboard com 6 tiles

**Exercício 2: Alertas**

1. Criar alertas para:
   * ADF Pipeline Failed
   * SQL DTU > 80%
   * Storage Availability < 99%
2. Configurar action group com email + webhook (Slack)
3. Testar disparando alerta manualmente

**Exercício 3: Cost Optimization**

1. Analisar custos dos últimos 30 dias
2. Identificar top 3 recursos mais caros
3. Criar budget alert (R$ 300/mês)
4. Implementar otimização (pausar Databricks, reduzir SQL tier)

## Resumo do Capítulo

Neste capítulo você aprendeu:

**Azure Monitor:** Plataforma centralizada (metrics, logs, alerts)

**Monitoramento por serviço:**

* ADF: Pipeline runs, activity runs, trigger runs
* Databricks: Cluster metrics, Spark UI
* SQL: DTU, Query Performance Insight
* Storage: Transactions, ingress, egress

**Logs:**

* KQL queries (Log Analytics)
* Consultas úteis (falhas, lentidão, top errors)

**Alertas:**

* Alert rules (conditions, thresholds)
* Action groups (email, webhook, SMS)
* Integração Slack/Teams

**Dashboards:** Visualização customizada

**Custos:** Cost Management, budgets

**Health Checks:** Pipelines automatizados

**Incident Response:** Runbooks documentados

**Próximo capítulo:** CI/CD para Pipelines de Dados!

# Capítulo 14: CI/CD para Pipelines de Dados

## Objetivos do Capítulo

Ao final deste capítulo, você será capaz de:

* Compreender CI/CD para engenharia de dados
* Configurar Git (Azure DevOps / GitHub) para ADF
* Criar branches e pull requests
* Implementar CI (Continuous Integration) com validações
* Implementar CD (Continuous Deployment) automático
* Usar ARM Templates para deploy de infraestrutura
* Versionar notebooks Databricks
* Criar ambientes (Dev, Staging, Prod)
* Implementar testes automatizados
* Rollback de deployments

**Tempo estimado:** 5-6 horas

**Custo Azure:** Azure DevOps FREE (até 5 usuários)

## 14.1 O que é CI/CD?

### Continuous Integration (CI)

**CI:** Integrar código frequentemente, validar automaticamente.

**Fluxo:**

1. Developer faz mudança
2. Commit + Push para Git
3. Build automático
4. Testes automáticos
5. Se passar → Merge

**Benefícios:**

* Detectar erros cedo
* Código sempre funcional
* Reduz conflitos de merge

### Continuous Deployment (CD)

**CD:** Deploy automático para ambientes após CI passar.

**Fluxo:**

1. CI passa
2. Deploy automático para Dev
3. Testes de integração (Dev)
4. Deploy para Staging (manual approval)
5. Deploy para Prod (manual approval)

**Benefícios:**

* Deploy rápido e consistente
* Menos erros manuais
* Rollback fácil

### CI/CD para Data Pipelines

**Diferenças vs software tradicional:**

**Software tradicional:**

* Código (C#, Java, Python)
* Unit tests
* Deploy de aplicação

**Data Pipelines:**

* Código + Configuração (JSON, ARM Templates)
* Data quality tests
* Deploy de infraestrutura + pipelines

## 14.2 Git Basics

### Conceitos Fundamentais

**Repository (Repo):**

* Projeto versionado (histórico completo)

**Branch:**

* Linha independente de desenvolvimento
* Ex: main, develop, feature/add-pipeline

**Commit:**

* Snapshot do código em um momento

**Pull Request (PR):**

* Proposta de merge de branch

**Merge:**

* Combinar mudanças de uma branch em outra

### Workflow Git Flow

main (produção)

↓

develop (desenvolvimento)

↓

feature/add-customer-pipeline (nova feature)

**Fluxo:**

1. Criar branch: feature/add-customer-pipeline
2. Desenvolver mudanças
3. Commit + Push
4. Criar Pull Request → develop
5. Code Review
6. Merge em develop
7. Deploy Dev
8. Merge develop → main (após testes)
9. Deploy Prod

## 14.3 Configurar Git no Azure Data Factory

### Opção 1: Azure DevOps Repos

**Azure DevOps (dev.azure.com):**

1. **Criar organização:** (se não tiver)
   * Nome: azuredejunior
2. **Criar projeto:**
   * Nome: data-platform
   * Visibility: Private
3. **Repos → Initialize repository**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap14\_01\_azure\_devops\_repo.png

*Figura 14.1 - Azure DevOps Repo*

### Conectar ADF ao Git

**ADF Studio:**

1. **Manage → Git configuration → Configure**
2. **Repository type:** Azure DevOps Git
3. **Azure DevOps Account:** Selecionar organização
4. **Project name:** data-platform
5. **Repository name:** adf-pipelines (criar novo)
6. **Collaboration branch:** main
7. **Publish branch:** adf\_publish
8. **Root folder:** /
9. **Import existing resources:** Yes (importar pipelines atuais)
10. **Save**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap14\_02\_adf\_git\_config.png

*Figura 14.2 - ADF Git Configuration*

**ADF agora salva mudanças no Git automaticamente!**

### Estrutura do Repositório ADF

adf-pipelines/

pipeline/

PL\_Ingest\_Customers.json

PL\_Transform\_Sales.json

...

dataset/

DS\_SQL\_Customers.json

DS\_DataLake\_Bronze.json

...

linkedService/

LS\_SQL\_Database.json

LS\_DataLake.json

...

trigger/

TR\_Daily\_Midnight.json

...

factory/

data-factory-azuredejunior.json

**Cada pipeline/dataset = arquivo JSON versionado!**

## 14.4 Workflow de Desenvolvimento

### Passo 1: Criar Branch de Feature

**ADF Studio:**

1. **Branch dropdown (canto superior esquerdo) → + New branch**
2. **Name:** feature/add-product-pipeline
3. **Base branch:** main
4. **Create**

**Agora trabalhando em branch isolada!**

### Passo 2: Desenvolver Pipeline

**Desenvolver normalmente:**

* Criar pipeline
* Criar datasets
* Testar (Debug)

**Mudanças salvas apenas em `feature/add-product-pipeline`!**

### Passo 3: Commit & Sync

**ADF salva automaticamente (auto-commit).**

**Para sincronizar com Azure DevOps:**

**ADF Studio → Save all (Ctrl+S)**

**Mudanças aparecem no Azure DevOps Repos!**

### Passo 4: Criar Pull Request

**Azure DevOps → Repos → Pull requests → + New pull request**

**Configurar:**

* **Source branch:** feature/add-product-pipeline
* **Target branch:** main
* **Title:** Add product ingestion pipeline
* **Description:** Pipeline para ingerir dados de produtos do SQL para Data Lake

**Reviewers:** Adicionar colegas (opcional)

**Create**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap14\_03\_pull\_request.png

*Figura 14.3 - Pull Request (code review)*

### Passo 5: Code Review

**Reviewer verifica:**

* Pipeline está correto?
* Nomenclatura seguiu padrão?
* Datasets corretos?

**Aprovar ou Solicitar mudanças**

### Passo 6: Merge

**Após aprovação:**

**Complete → Merge (squash commits)**

**Branch `feature/add-product-pipeline` mergeada em `main`!**

## 14.5 Deploy com ARM Templates

**ADF gera ARM Templates automaticamente ao publicar.**

### Publish (Gerar ARM Templates)

**ADF Studio:**

1. **Branch:** main (switch para main)
2. **Publish (botão superior)**
3. **Confirm**

**ADF gera ARM Templates em branch `adf\_publish`!**

**Estrutura:**

adf\_publish/

ARMTemplateForFactory.json (template principal)

ARMTemplateParametersForFactory.json (parâmetros)

linkedTemplates/

ArmTemplate\_0.json

...

### Deploy Manual (Azure Portal)

**Azure Portal → Create a resource → Template deployment (deploy a custom template):**

1. **Build your own template in the editor**
2. **Load file:** ARMTemplateForFactory.json
3. **Parameters:**
   * **factoryName:** data-factory-azuredejunior-prod
   * **linkedService\_SQL\_connectionString:** (prod connection string)
4. **Review + create → Create**

**Deploy em ambiente Prod!**

## 14.6 CI/CD Pipeline (Azure DevOps)

### Criar Build Pipeline (CI)

**Azure DevOps → Pipelines → + New pipeline:**

1. **Where is your code:** Azure Repos Git
2. **Select repository:** adf-pipelines
3. **Configure pipeline:** Starter pipeline
4. **YAML:**

**YAML**

# azure-pipelines.yml

trigger:

branches:

include:

- main

pool:

vmImage: 'ubuntu-latest'

stages:

- stage: Validate

displayName: 'Validate ADF Resources'

jobs:

- job: ValidateJSON

displayName: 'Validate JSON Files'

steps:

- task: PowerShell@2

inputs:

targetType: 'inline'

script: |

# Validate JSON syntax

Get-ChildItem -Path $(Build.SourcesDirectory) -Recurse -Filter \*.json | ForEach-Object {

Write-Host “Validating $($\_.FullName)”

Get-Content $\_.FullName | ConvertFrom-Json | Out-Null

}

Write-Host “All JSON files are valid!”

displayName: 'Validate JSON Syntax'

- task: AzureCLI@2

inputs:

azureSubscription: 'azure-service-connection'

scriptType: 'bash'

scriptLocation: 'inlineScript'

inlineScript: |

# Validate naming conventions

echo “Validating naming conventions...”

# Add custom validation logic here

displayName: 'Validate Naming Conventions'

1. **Save and run**

**Pipeline valida JSON automaticamente a cada commit!**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap14\_04\_ci\_pipeline.png

*Figura 14.4 - CI Pipeline (validação automática)*

### Criar Release Pipeline (CD)

**Azure DevOps → Pipelines → Releases → + New pipeline:**

**1. Artifact:**

* **Source:** Build pipeline (CI)
* **Branch:** main

**2. Stages:**

**Stage 1: Deploy to Dev**

* **Agent:** Azure Pipelines (ubuntu-latest)
* **Tasks:**
  + **Azure Resource Group Deployment**
    - Template: $(System.DefaultWorkingDirectory)/\_adf-pipelines/adf\_publish/ARMTemplateForFactory.json
    - Parameters: $(System.DefaultWorkingDirectory)/\_adf-pipelines/adf\_publish/ARMTemplateParametersForFactory.json
    - Override parameters:

-factoryName data-factory-azuredejunior-dev

-linkedService\_SQL\_connectionString $(SQL\_DEV\_CONNECTION\_STRING)

**Stage 2: Deploy to Prod**

* **Pre-deployment approval:** Enabled (requer aprovação manual)
* **Tasks:** (mesmos de Dev, mas parâmetros Prod)

**3. Save**

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap14\_05\_cd\_pipeline.png

*Figura 14.5 - CD Pipeline (deploy automático)*

**Fluxo completo:**

Commit → CI Pipeline (validate) → Release Pipeline (deploy Dev) → Approval → Deploy Prod

## 14.7 Databricks + Git

### Repos (Databricks Git Integration)

**Databricks Workspace → Repos → Add Repo:**

1. **Git provider:** GitHub / Azure DevOps
2. **Git repository URL:** https://dev.azure.com/azuredejunior/data-platform/\_git/databricks-notebooks
3. **Clone**

**Estrutura:**

databricks-notebooks/

bronze\_to\_silver/

transform\_customers.py

transform\_sales.py

silver\_to\_gold/

aggregate\_metrics.py

create\_dimensions.py

tests/

test\_transformations.py

...

*[INSERIR IMAGEM]*

**Nome do arquivo:** Junior\_Cap14\_06\_databricks\_repos.png

*Figura 14.6 - Databricks Repos (Git integration)*

### Workflow Databricks

**1. Criar branch:**

* Repos → Branch dropdown → Create branch: feature/improve-transformations

**2. Editar notebooks:**

* Mudanças salvas localmente (Databricks)

**3. Commit:**

* Repos → Git → Commit & Push

**4. Pull Request (Azure DevOps):**

* Mesmos passos que ADF

**5. Merge → Deploy:**

* CD Pipeline executa notebooks via Databricks CLI

## 14.8 Ambientes (Dev, Staging, Prod)

### Estratégia de Ambientes

**Dev (Desenvolvimento):**

* Developers testam mudanças
* Dados sample/sintéticos
* Custo baixo (recursos mínimos)

**Staging (Homologação):**

* Testes de integração
* Dados production-like
* Configuração idêntica a Prod

**Prod (Produção):**

* Dados reais
* SLA alto
* Monitoramento intenso

### Parametrização

**ARM Template parameters por ambiente:**

**Dev:**

**JSON**

{

“factoryName”: “adf-azuredejunior-dev”,

“sqlConnectionString”: “Server=sql-dev.database.windows.net;...”,

“storageAccountName”: “staazuredejuniordev”

}

**Prod:**

**JSON**

{

“factoryName”: “adf-azuredejunior-prod”,

“sqlConnectionString”: “Server=sql-prod.database.windows.net;...”,

“storageAccountName”: “staazuredejuniorprod”

}

**CD Pipeline usa parâmetros corretos por stage!**

## 14.9 Testes Automatizados

### Unit Tests (Databricks)

**Arquivo:** tests/test\_transformations.py

**PYTHON**

import pytest

from transformations import clean\_customer\_data

def test\_clean\_customer\_data():

# Arrange

data = [

(1, “ Alice “, None), # Nome com espaços, email null

(2, “Bob”, “bob@example.com”)

]

df = spark.createDataFrame(data, [“id”, “name”, “email”])

# Act

df\_cleaned = clean\_customer\_data(df)

# Assert

assert df\_cleaned.filter(“id = 1”).select(“name”).collect()[0][0] == “Alice” # Trim

assert df\_cleaned.filter(“id = 1 AND email IS NULL”).count() == 1 # Null mantido

**Executar tests:**

**BASH**

pytest tests/

### Integration Tests (ADF)

**Pipeline de teste:**

**`PL\_Test\_Integration`:**

1. **Ingest sample data** (SQL → Data Lake)
2. **Run transformation** (Databricks)
3. **Validate output** (row count, schema, data quality)

**CD Pipeline executa antes de deploy Prod:**

**YAML**

- task: AzureCLI@2

inputs:

scriptType: 'bash'

inlineScript: |

# Trigger test pipeline

az datafactory pipeline create-run \

--factory-name adf-azuredejunior-staging \

--name PL\_Test\_Integration

# Wait for completion

# Validate success

## 14.10 Rollback

### Estratégia de Rollback

**Cenário:** Deploy em Prod causou erro.

**Opção 1: Rollback via Git**

**BASH**

# Reverter commit

git revert <commit\_hash>

git push

# Trigger CD Pipeline novamente

**Opção 2: Rollback via ARM Template (versão anterior)**

**Azure DevOps → Releases → Previous release → Redeploy**

**Opção 3: Rollback manual (ADF Studio)**

**ADF Studio → Branch: adf\_publish → Git history → Checkout previous commit**

## 14.11 Checklist de Habilidades

Ao final deste capítulo, você deve conseguir:

**Conceitos:**

* [ ] Explicar CI vs CD
* [ ] Entender Git workflow (branch, commit, PR, merge)
* [ ] Diferenciar ambientes (Dev, Staging, Prod)

**Práticos:**

* [ ] Configurar Git no ADF (Azure DevOps)
* [ ] Criar branches e commits
* [ ] Criar Pull Requests
* [ ] Gerar ARM Templates (Publish)
* [ ] Deploy manual via ARM Template
* [ ] Criar CI Pipeline (validação)
* [ ] Criar CD Pipeline (deploy automático)
* [ ] Versionar Databricks notebooks (Repos)
* [ ] Parametrizar pipelines (Dev vs Prod)
* [ ] Criar testes automatizados
* [ ] Fazer rollback de deploy

## 14.12 Recursos Complementares

**Documentação Oficial:**

* [ADF Source Control](https://learn.microsoft.com/azure/data-factory/source-control)
* [Azure DevOps Pipelines](https://learn.microsoft.com/azure/devops/pipelines/)
* [Databricks Repos](https://learn.microsoft.com/azure/databricks/repos/)

**Best Practices:**

* [CI/CD for Data Pipelines](https://learn.microsoft.com/azure/architecture/example-scenario/data/devops-data-platform)

## 14.13 Exercícios Práticos

**Exercício 1: Git Workflow Completo**

1. Configurar Git no ADF (Azure DevOps)
2. Criar branch feature/add-test-pipeline
3. Criar pipeline simples
4. Commit + Push
5. Criar Pull Request
6. Merge em main

**Exercício 2: CI/CD End-to-End**

1. Criar CI Pipeline (validação JSON)
2. Criar CD Pipeline (deploy Dev + Prod)
3. Fazer mudança em pipeline
4. Commit → Trigger CI → Deploy Dev → Aprovar → Deploy Prod
5. Validar pipeline rodando em Prod

**Exercício 3: Databricks Versioning**

1. Conectar Databricks Repos (Git)
2. Criar notebook transformação
3. Criar branch, editar, commit
4. Criar PR, merge
5. Deploy via CD Pipeline (Databricks CLI)

## Resumo do Capítulo

Neste capítulo você aprendeu:

**CI/CD:** Continuous Integration + Continuous Deployment

**Git:**

* Branches, commits, Pull Requests
* Code review workflow

**ADF + Git:**

* Configuração (Azure DevOps / GitHub)
* Estrutura de repo (pipelines, datasets, linkedServices)
* ARM Templates (deploy)

**CI Pipeline:**

* Validação automática (JSON syntax, naming conventions)

**CD Pipeline:**

* Deploy automático (Dev, Staging, Prod)
* Aprovações manuais
* Parametrização por ambiente

**Databricks:**

* Repos (Git integration)
* Versioning de notebooks

**Testes:**

* Unit tests (Databricks)
* Integration tests (ADF)

**Rollback:** Estratégias para reverter deploys

**Próximo capítulo:** Projeto Final Integrado!

# Capítulo 15: Projeto Final Integrado

## Objetivos do Capítulo

Ao final deste capítulo, você será capaz de:

* Integrar todos conhecimentos do livro em projeto completo
* Implementar pipeline end-to-end (Bronze → Silver → Gold)
* Aplicar arquitetura Medallion (camadas de dados)
* Criar Data Warehouse dimensional (Star Schema)
* Implementar monitoramento e alertas
* Configurar CI/CD completo
* Documentar arquitetura e processos
* Apresentar projeto (portfolio)

**Tempo estimado:** 12-15 horas

**Custo Azure:** R$ 100-200 (recursos temporários, deletar após projeto)

## 15.1 Visão Geral do Projeto

### Cenário de Negócio

**Empresa:** E-commerce “TechStore Brasil”

**Desafio:**

* Dados em múltiplas fontes (SQL Server transacional, arquivos CSV de fornecedores)
* Sem visibilidade de vendas em tempo real
* Relatórios manuais (Excel) demoram dias
* Decisões baseadas em dados desatualizados

**Objetivo:**

Construir plataforma de dados moderna no Azure para:

* Centralizar dados (Data Lake)
* Transformar e enriquecer (Databricks)
* Criar Data Warehouse (Synapse)
* Dashboards executivos (Power BI)
* Atualização automática (diária)

### Arquitetura Alvo

SOURCES

SQL Server CSV Files (Blob) External API

(Transacional) (Fornecedores) (Cotação USD)

Azure Data Factory

(Orchestration)

BRONZE LAYER (Raw Data)

Azure Data Lake Gen2

/bronze/vendas/ /bronze/produtos/ /bronze/clientes/

Parquet (append) CSV (original) Parquet

Databricks (Spark)

- Data Quality Checks

- Deduplication

- Enrichment

SILVER LAYER (Cleansed Data)

Azure Data Lake Gen2 (Delta Lake)

/silver/dim\_produto/ /silver/dim\_cliente/

/silver/fato\_vendas/ (ACID, SCD Type 2)

Databricks (Aggregations)

- Star Schema

- Business Metrics

GOLD LAYER (Curated Data)

Azure Synapse Dedicated SQL Pool

dim\_produto dim\_cliente dim\_data fato\_vendas

(Star Schema optimized for BI)

Power BI

- Executive Dashboard

- Sales Analytics

DASHBOARDS

Total Vendas Vendas/Tempo Top Produtos

Top Clientes Margem Lucro Vendas/Região

CROSS-CUTTING CONCERNS

Security: RBAC, Key Vault, Private Endpoints

Monitoring: Azure Monitor, Log Analytics, Alerts

CI/CD: Azure DevOps (Git, Pipelines)

Governance: Microsoft Purview, Data Lineage

## 15.2 Fase 1: Provisionar Infraestrutura

### Recursos Necessários

**Resource Group:**

* rg-techstore-prod

**Storage:**

* Storage Account: statechstoreprod
* Containers: bronze, silver, gold

**Processing:**

* Azure Data Factory: adf-techstore-prod
* Databricks Workspace: dbw-techstore-prod
* Synapse Workspace: synapse-techstore-prod

**Database:**

* SQL Database: sqldb-techstore-source (simula sistema transacional)

**Visualization:**

* Power BI (Desktop + Service)

**Security:**

* Key Vault: kv-techstore-prod

**Monitoring:**

* Log Analytics Workspace: law-techstore-prod

### Script de Provisionamento (ARM Template)

**Criar arquivo:** infrastructure.json

**JSON**

{

“$schema”: “https://schema.management.azure.com/schemas/2019-04-01/deploymentTemplate.json#”,

“contentVersion”: “1.0.0.0”,

“parameters”: {

“projectName”: {

“type”: “string”,

“defaultValue”: “techstore”

},

“environment”: {

“type”: “string”,

“defaultValue”: “prod”

}

},

“variables”: {

“storageAccountName”: “[concat('sta', parameters('projectName'), parameters('environment'))]”,

“dataFactoryName”: “[concat('adf-', parameters('projectName'), '-', parameters('environment'))]”,

“synapseName”: “[concat('synapse-', parameters('projectName'), '-', parameters('environment'))]”

},

“resources”: [

{

“type”: “Microsoft.Storage/storageAccounts”,

“apiVersion”: “2021-04-01”,

“name”: “[variables('storageAccountName')]”,

“location”: “[resourceGroup().location]”,

“sku”: {

“name”: “Standard\_LRS”

},

“kind”: “StorageV2”,

“properties”: {

“isHnsEnabled”: true,

“minimumTlsVersion”: “TLS1\_2”

}

},

{

“type”: “Microsoft.DataFactory/factories”,

“apiVersion”: “2018-06-01”,

“name”: “[variables('dataFactoryName')]”,

“location”: “[resourceGroup().location]”,

“identity”: {

“type”: “SystemAssigned”

}

}

]

}

**Deploy:**

**BASH**

az deployment group create \

--resource-group rg-techstore-prod \

--template-file infrastructure.json

## 15.3 Fase 2: Criar Dados de Origem (Source)

### Simular Sistema Transacional

**SQL Database - Criar tabelas:**

**SQL**

-- Tabela de Clientes

CREATE TABLE clientes (

cliente\_id INT PRIMARY KEY,

nome VARCHAR(100),

email VARCHAR(100),

cidade VARCHAR(50),

estado VARCHAR(2),

data\_cadastro DATE

);

-- Tabela de Produtos

CREATE TABLE produtos (

produto\_id INT PRIMARY KEY,

nome\_produto VARCHAR(200),

categoria VARCHAR(50),

preco\_custo DECIMAL(10,2),

preco\_venda DECIMAL(10,2),

fornecedor VARCHAR(100)

);

-- Tabela de Vendas (transacional)

CREATE TABLE vendas (

venda\_id INT PRIMARY KEY,

cliente\_id INT,

produto\_id INT,

quantidade INT,

valor\_total DECIMAL(10,2),

data\_venda DATETIME,

status VARCHAR(20),

FOREIGN KEY (cliente\_id) REFERENCES clientes(cliente\_id),

FOREIGN KEY (produto\_id) REFERENCES produtos(produto\_id)

);

**Inserir dados sample:**

**SQL**

-- Script Python para gerar dados sample

INSERT INTO clientes VALUES

(1, 'João Silva', 'joao@email.com', 'São Paulo', 'SP', '2023-01-15'),

(2, 'Maria Santos', 'maria@email.com', 'Rio de Janeiro', 'RJ', '2023-02-20'),

(3, 'Pedro Oliveira', 'pedro@email.com', 'Belo Horizonte', 'MG', '2023-03-10');

-- ... (gerar 1000+ registros)

INSERT INTO produtos VALUES

(1, 'Notebook Dell Inspiron', 'Informática', 2500.00, 3500.00, 'Dell'),

(2, 'Mouse Logitech MX', 'Periféricos', 80.00, 150.00, 'Logitech'),

(3, 'Teclado Mecânico', 'Periféricos', 200.00, 350.00, 'Razer');

-- ... (gerar 100+ produtos)

INSERT INTO vendas VALUES

(1, 1, 1, 1, 3500.00, '2024-01-15 10:30:00', 'Concluída'),

(2, 2, 2, 2, 300.00, '2024-01-15 14:20:00', 'Concluída'),

(3, 1, 3, 1, 350.00, '2024-01-16 09:15:00', 'Concluída');

-- ... (gerar 10000+ vendas)

### Dados CSV (Fornecedores)

**Criar arquivo:** fornecedores.csv

**CSV**

fornecedor\_id,nome\_fornecedor,cnpj,cidade,estado

1,Tech Distribuidora,12345678000100,São Paulo,SP

2,Mega Atacado,98765432000111,Curitiba,PR

3,Global Tech,11122233000144,Fortaleza,CE

**Upload para Blob Storage (container `landing`):**

**BASH**

az storage blob upload \

--account-name statechstoreprod \

--container-name landing \

--name fornecedores/fornecedores.csv \

--file fornecedores.csv

## 15.4 Fase 3: Pipeline Bronze (Ingestão)

### Pipeline ADF: `PL\_Ingest\_Bronze`

**Activities:**

**1. Copy Activity: SQL → Bronze (Vendas)**

* Source: SQL Database (vendas table)
* Sink: Data Lake /bronze/vendas/vendas\_{date}.parquet
* Incremental: Watermark (data\_venda)

**2. Copy Activity: SQL → Bronze (Clientes)**

* Source: SQL Database (clientes table)
* Sink: Data Lake /bronze/clientes/clientes\_{date}.parquet
* Full load (pequeno)

**3. Copy Activity: SQL → Bronze (Produtos)**

* Source: SQL Database (produtos table)
* Sink: Data Lake /bronze/produtos/produtos\_{date}.parquet

**4. Copy Activity: Blob → Bronze (Fornecedores)**

* Source: Blob Storage (fornecedores.csv)
* Sink: Data Lake /bronze/fornecedores/fornecedores\_{date}.csv

**Parametrizar data:**

**Pipeline parameters:**

* execution\_date (tipo: String, valor: @formatDateTime(utcnow(), 'yyyy-MM-dd'))

**Usar em Sink path:**

/bronze/vendas/vendas\_@{pipeline().parameters.execution\_date}.parquet

**Trigger:**

**Schedule Trigger:**

* Name: TR\_Daily\_Bronze
* Recurrence: Daily, 01:00 AM (UTC-3)

## 15.5 Fase 4: Pipeline Silver (Transformação)

### Notebook Databricks: `bronze\_to\_silver.py`

**PYTHON**

# bronze\_to\_silver.py

from pyspark.sql.functions import col, current\_timestamp, sha2, concat\_ws, when

from delta.tables import DeltaTable

# Parâmetros

execution\_date = dbutils.widgets.get(“execution\_date”)

bronze\_path = f”/mnt/datalake/bronze”

silver\_path = f”/mnt/datalake/silver”

# ==============================================================================

# 1. CLIENTES (Dimension - SCD Type 2)

# ==============================================================================

print(“Processando dim\_cliente...”)

# Ler bronze

df\_clientes\_bronze = spark.read.parquet(f”{bronze\_path}/clientes/clientes\_{execution\_date}.parquet”)

# Data quality checks

df\_clientes = df\_clientes\_bronze.filter(

col(“cliente\_id”).isNotNull() &

col(“nome”).isNotNull() &

col(“email”).rlike(r”^[\w\.-]+@[\w\.-]+\.\w+$”)

)

# Adicionar colunas SCD Type 2

df\_clientes = df\_clientes \

.withColumn(“valid\_from”, current\_timestamp()) \

.withColumn(“valid\_to”, lit(None).cast(“timestamp”)) \

.withColumn(“is\_current”, lit(True)) \

.withColumn(“hash\_value”, sha2(concat\_ws(“||”, col(“nome”), col(“cidade”), col(“estado”)), 256))

# MERGE (SCD Type 2)

delta\_path\_cliente = f”{silver\_path}/dim\_cliente”

if DeltaTable.isDeltaTable(spark, delta\_path\_cliente):

delta\_table = DeltaTable.forPath(spark, delta\_path\_cliente)

# Expirar registros antigos se mudou

delta\_table.alias(“target”).merge(

df\_clientes.alias(“source”),

“target.cliente\_id = source.cliente\_id AND target.is\_current = true”

).whenMatchedUpdate(

condition=“target.hash\_value <> source.hash\_value”,

set={

“valid\_to”: current\_timestamp(),

“is\_current”: lit(False)

}

).execute()

# Inserir novos registros

df\_clientes.write.format(“delta”).mode(“append”).save(delta\_path\_cliente)

else:

df\_clientes.write.format(“delta”).mode(“overwrite”).save(delta\_path\_cliente)

print(f”dim\_cliente: {df\_clientes.count()} registros processados”)

# ==============================================================================

# 2. PRODUTOS (Dimension - SCD Type 1)

# ==============================================================================

print(“Processando dim\_produto...”)

df\_produtos\_bronze = spark.read.parquet(f”{bronze\_path}/produtos/produtos\_{execution\_date}.parquet”)

# Data quality

df\_produtos = df\_produtos\_bronze.filter(

col(“produto\_id”).isNotNull() &

col(“nome\_produto”).isNotNull() &

col(“preco\_venda”) > 0

)

# Calcular margem

df\_produtos = df\_produtos.withColumn(

“margem\_percentual”,

((col(“preco\_venda”) - col(“preco\_custo”)) / col(“preco\_venda”) \* 100).cast(“decimal(5,2)”)

)

# MERGE (SCD Type 1 - sobrescreve)

delta\_path\_produto = f”{silver\_path}/dim\_produto”

if DeltaTable.isDeltaTable(spark, delta\_path\_produto):

delta\_table = DeltaTable.forPath(spark, delta\_path\_produto)

delta\_table.alias(“target”).merge(

df\_produtos.alias(“source”),

“target.produto\_id = source.produto\_id”

).whenMatchedUpdateAll() \

.whenNotMatchedInsertAll() \

.execute()

else:

df\_produtos.write.format(“delta”).mode(“overwrite”).save(delta\_path\_produto)

print(f”dim\_produto: {df\_produtos.count()} registros processados”)

# ==============================================================================

# 3. VENDAS (Fact Table)

# ==============================================================================

print(“Processando fato\_vendas...”)

df\_vendas\_bronze = spark.read.parquet(f”{bronze\_path}/vendas/vendas\_{execution\_date}.parquet”)

# Data quality

df\_vendas = df\_vendas\_bronze.filter(

col(“venda\_id”).isNotNull() &

col(“cliente\_id”).isNotNull() &

col(“produto\_id”).isNotNull() &

col(“quantidade”) > 0 &

col(“valor\_total”) > 0

)

# Enriquecer (joins)

df\_vendas = df\_vendas.alias(“v”) \

.join(df\_clientes.alias(“c”), col(“v.cliente\_id”) == col(“c.cliente\_id”), “left”) \

.join(df\_produtos.alias(“p”), col(“v.produto\_id”) == col(“p.produto\_id”), “left”) \

.select(

col(“v.venda\_id”),

col(“v.cliente\_id”),

col(“v.produto\_id”),

col(“v.data\_venda”),

col(“v.quantidade”),

col(“v.valor\_total”),

col(“v.status”),

col(“c.cidade”).alias(“cliente\_cidade”),

col(“c.estado”).alias(“cliente\_estado”),

col(“p.categoria”).alias(“produto\_categoria”)

)

# Particionar por data

df\_vendas = df\_vendas.withColumn(“data\_particao”, col(“data\_venda”).cast(“date”))

# Gravar Delta (append)

delta\_path\_vendas = f”{silver\_path}/fato\_vendas”

df\_vendas.write \

.format(“delta”) \

.mode(“append”) \

.partitionBy(“data\_particao”) \

.save(delta\_path\_vendas)

print(f”fato\_vendas: {df\_vendas.count()} registros processados”)

# ==============================================================================

# Data Quality Report

# ==============================================================================

print(“\n=== Data Quality Summary ===“)

print(f”Clientes inválidos removidos: {df\_clientes\_bronze.count() - df\_clientes.count()}”)

print(f”Produtos inválidos removidos: {df\_produtos\_bronze.count() - df\_produtos.count()}”)

print(f”Vendas inválidas removidas: {df\_vendas\_bronze.count() - df\_vendas.count()}”)

dbutils.notebook.exit(“SUCCESS”)

**Pipeline ADF: `PL\_Transform\_Silver`**

**Activity:**

* **Databricks Notebook:**
  + Notebook path: /bronze\_to\_silver
  + Base parameters: {“execution\_date”: “@formatDateTime(utcnow(), 'yyyy-MM-dd')”}

**Dependency:**

* Runs after PL\_Ingest\_Bronze succeeds

## 15.6 Fase 5: Pipeline Gold (Data Warehouse)

### Synapse Dedicated Pool: Criar Star Schema

**SQL**

-- Dimension: Cliente

CREATE TABLE dim\_cliente (

cliente\_key INT IDENTITY(1,1) PRIMARY KEY NONCLUSTERED NOT ENFORCED,

cliente\_id INT NOT NULL,

nome VARCHAR(100),

email VARCHAR(100),

cidade VARCHAR(50),

estado VARCHAR(2),

valid\_from DATETIME2,

valid\_to DATETIME2,

is\_current BIT

)

WITH (

DISTRIBUTION = REPLICATE,

CLUSTERED COLUMNSTORE INDEX

);

-- Dimension: Produto

CREATE TABLE dim\_produto (

produto\_key INT IDENTITY(1,1) PRIMARY KEY NONCLUSTERED NOT ENFORCED,

produto\_id INT NOT NULL,

nome\_produto VARCHAR(200),

categoria VARCHAR(50),

preco\_custo DECIMAL(10,2),

preco\_venda DECIMAL(10,2),

margem\_percentual DECIMAL(5,2)

)

WITH (

DISTRIBUTION = REPLICATE,

CLUSTERED COLUMNSTORE INDEX

);

-- Dimension: Data (Calendar Table)

CREATE TABLE dim\_data (

data\_key INT PRIMARY KEY NONCLUSTERED NOT ENFORCED,

data DATE,

ano INT,

mes INT,

trimestre INT,

dia\_semana INT,

nome\_mes VARCHAR(20),

nome\_dia\_semana VARCHAR(20)

)

WITH (

DISTRIBUTION = REPLICATE,

CLUSTERED COLUMNSTORE INDEX

);

-- Fact: Vendas

CREATE TABLE fato\_vendas (

venda\_id INT,

cliente\_key INT,

produto\_key INT,

data\_key INT,

quantidade INT,

valor\_total DECIMAL(10,2),

status VARCHAR(20)

)

WITH (

DISTRIBUTION = HASH(cliente\_key),

CLUSTERED COLUMNSTORE INDEX,

PARTITION (data\_key RANGE RIGHT FOR VALUES (20230101, 20240101, 20250101))

);

### Pipeline ADF: `PL\_Load\_Gold`

**Activities:**

**1. Copy Data: Delta Lake → Synapse (dim\_cliente)**

* Source: Delta Lake /silver/dim\_cliente/ (filter: is\_current = true)
* Sink: Synapse dim\_cliente
* Pre-copy script: TRUNCATE TABLE dim\_cliente

**2. Copy Data: Delta Lake → Synapse (dim\_produto)**

* Source: Delta Lake /silver/dim\_produto/
* Sink: Synapse dim\_produto
* Pre-copy script: TRUNCATE TABLE dim\_produto

**3. Copy Data: Delta Lake → Synapse (fato\_vendas)**

* Source: Delta Lake /silver/fato\_vendas/ (incremental)
* Sink: Synapse fato\_vendas
* Mode: Append (incremental)

**4. Stored Procedure: Populate dim\_data**

**SQL**

CREATE PROCEDURE populate\_dim\_data

AS

BEGIN

TRUNCATE TABLE dim\_data;

DECLARE @start\_date DATE = '2023-01-01';

DECLARE @end\_date DATE = '2025-12-31';

WITH dates AS (

SELECT @start\_date AS data

UNION ALL

SELECT DATEADD(DAY, 1, data)

FROM dates

WHERE data < @end\_date

)

INSERT INTO dim\_data

SELECT

CAST(FORMAT(data, 'yyyyMMdd') AS INT) AS data\_key,

data,

YEAR(data) AS ano,

MONTH(data) AS mes,

DATEPART(QUARTER, data) AS trimestre,

DATEPART(WEEKDAY, data) AS dia\_semana,

FORMAT(data, 'MMMM', 'pt-BR') AS nome\_mes,

FORMAT(data, 'dddd', 'pt-BR') AS nome\_dia\_semana

FROM dates

OPTION (MAXRECURSION 0);

END;

## 15.7 Fase 6: Dashboard Power BI

### Conectar Power BI em Synapse

**Power BI Desktop:**

1. **Get data → Azure Synapse Analytics**
2. **Server:** synapse-techstore-prod.sql.azuresynapse.net
3. **Database:** sqldw\_techstore
4. **Import mode**
5. **Selecionar tabelas:** dim\_cliente, dim\_produto, dim\_data, fato\_vendas

### Criar Medidas DAX

**DAX**

Total Vendas = SUM(fato\_vendas[valor\_total])

Total Quantidade = SUM(fato\_vendas[quantidade])

Ticket Médio = DIVIDE([Total Vendas], DISTINCTCOUNT(fato\_vendas[venda\_id]), 0)

Vendas Mês Anterior =

CALCULATE(

[Total Vendas],

DATEADD(dim\_data[data], -1, MONTH)

)

% Crescimento MoM =

DIVIDE(

[Total Vendas] - [Vendas Mês Anterior],

[Vendas Mês Anterior],

0

)

Margem Bruta =

SUMX(

fato\_vendas,

fato\_vendas[quantidade] \*

(RELATED(dim\_produto[preco\_venda]) - RELATED(dim\_produto[preco\_custo]))

)

### Páginas do Dashboard

**Página 1: Overview Executivo**

* Card: Total Vendas
* Card: Total Pedidos
* Card: Ticket Médio
* Card: % Crescimento MoM
* Line Chart: Evolução de Vendas (mensal)
* Donut Chart: Vendas por Categoria
* Map: Vendas por Estado

**Página 2: Análise de Produtos**

* Table: Top 10 Produtos por Vendas
* Bar Chart: Vendas por Categoria
* Scatter Chart: Preço vs Quantidade Vendida
* Slicer: Filtro por Categoria

**Página 3: Análise de Clientes**

* Table: Top 20 Clientes por Valor Gasto
* Bar Chart: Vendas por Estado
* Bar Chart: Vendas por Cidade (Top 10)
* Slicer: Filtro por Estado

**Publicar dashboard:**

**File → Publish → Select workspace → Publish**

**Configurar refresh automático:**

**Power BI Service → Dataset → Settings → Scheduled refresh:**

* Daily, 08:00 AM

## 15.8 Fase 7: Segurança

### Implementar RBAC

**Resource Group `rg-techstore-prod`:**

**Roles:**

* **Owner:** Data Engineer Lead
* **Contributor:** Data Engineers
* **Reader:** Business Analysts, Data Scientists

### Key Vault (Secrets)

**Secrets:**

* sql-admin-password
* storage-account-key
* databricks-token

**ADF/Synapse usam Managed Identity para acessar Key Vault.**

### Private Endpoints

**Recursos com Private Endpoint:**

* Storage Account
* SQL Database
* Synapse Workspace

**Desabilitar acesso público.**

## 15.9 Fase 8: Monitoramento

### Alertas Configurados

**1. ADF Pipeline Failed**

* Metric: PipelineFailedRuns > 0
* Action: Email + Slack webhook

**2. Synapse DTU > 80%**

* Metric: DTU percentage > 80
* Action: Email (escalar recursos)

**3. Data Quality Degradation**

* Custom metric: % de registros inválidos > 5%
* Action: Email

### Dashboard de Monitoramento

**Azure Portal → Dashboard:**

**Tiles:**

* ADF: Pipeline runs (últimas 24h)
* Databricks: Cluster utilization
* Synapse: Query performance
* Storage: Transactions
* Cost: Daily spend

## 15.10 Fase 9: CI/CD

### Git Repository Structure

techstore-data-platform/

infrastructure/

arm-templates/

storage.json

adf.json

databricks.json

synapse.json

adf/

pipeline/

dataset/

linkedService/

databricks/

notebooks/

bronze\_to\_silver.py

silver\_to\_gold.py

tests/

test\_transformations.py

synapse/

scripts/

create\_schema.sql

populate\_dim\_data.sql

pipelines/

docs/

architecture.md

runbooks/

data\_dictionary.md

### CI Pipeline (Azure DevOps)

**YAML**

# azure-pipelines-ci.yml

trigger:

branches:

include:

- main

- develop

stages:

- stage: Validate

jobs:

- job: ValidateJSON

steps:

- task: PowerShell@2

displayName: 'Validate ADF JSON'

inputs:

targetType: 'inline'

script: |

Get-ChildItem -Path adf -Recurse -Filter \*.json | ForEach-Object {

Get-Content $\_.FullName | ConvertFrom-Json | Out-Null

}

- job: RunTests

steps:

- task: UsePythonVersion@0

inputs:

versionSpec: '3.9'

- script: |

pip install pytest pyspark

pytest databricks/tests/

displayName: 'Run Unit Tests'

### CD Pipeline (Releases)

**Stages:**

**1. Deploy to Dev:**

* Deploy ARM templates (dev parameters)
* Deploy ADF pipelines
* Deploy Databricks notebooks
* Run smoke tests

**2. Deploy to Prod (manual approval):**

* Deploy ARM templates (prod parameters)
* Deploy ADF pipelines
* Deploy Databricks notebooks
* Health check pipeline

## 15.11 Fase 10: Documentação

### Arquitetura (Diagrams)

**Criar diagrama no draw.io / Lucidchart:**

* Data flow diagram (sources → bronze → silver → gold → BI)
* Network diagram (VNets, Private Endpoints)
* Security diagram (RBAC, Key Vault)

**Exportar como PNG/PDF → Incluir no README.md**

### Data Dictionary

**Documento:** docs/data\_dictionary.md

**Estrutura:**

**MARKDOWN**

# Data Dictionary

## Dimension: dim\_cliente

| Column | Type | Description | Source |

|--------|------|-------------|--------|

| cliente\_key | INT | Surrogate key | Auto-generated |

| cliente\_id | INT | Business key | SQL.clientes.cliente\_id |

| nome | VARCHAR(100) | Customer name | SQL.clientes.nome |

| email | VARCHAR(100) | Email address | SQL.clientes.email |

| cidade | VARCHAR(50) | City | SQL.clientes.cidade |

| estado | VARCHAR(2) | State code | SQL.clientes.estado |

| valid\_from | DATETIME2 | SCD start date | Derived |

| valid\_to | DATETIME2 | SCD end date | Derived |

| is\_current | BIT | Current record flag | Derived |

## Fact: fato\_vendas

| Column | Type | Description | Source |

|--------|------|-------------|--------|

| venda\_id | INT | Sale ID | SQL.vendas.venda\_id |

| cliente\_key | INT | Customer FK | Lookup dim\_cliente |

| produto\_key | INT | Product FK | Lookup dim\_produto |

| data\_key | INT | Date FK | Lookup dim\_data |

| quantidade | INT | Quantity sold | SQL.vendas.quantidade |

| valor\_total | DECIMAL(10,2) | Total amount | SQL.vendas.valor\_total |

| status | VARCHAR(20) | Sale status | SQL.vendas.status |

### Runbooks

**Documento:** docs/runbooks/pipeline\_failed.md

(Visto no Cap 13 - Incident Response)

## 15.12 Apresentar Projeto (Portfolio)

### GitHub Repository

**Criar repositório público:** techstore-azure-data-platform

**README.md:**

**MARKDOWN**

# TechStore - Azure Data Platform

\*\*Modern Data Platform\*\* built on Azure for e-commerce analytics.

## Architecture

![Architecture Diagram](docs/architecture.png)

\*\*Stack:\*\*

- Azure Data Factory (orchestration)

- Azure Databricks (processing)

- Azure Synapse Analytics (data warehouse)

- Power BI (visualization)

- Azure DevOps (CI/CD)

## Features

- Medallion Architecture (Bronze → Silver → Gold)

- Incremental ETL with watermarking

- SCD Type 2 (customer dimension)

- Data Quality checks

- Automated monitoring & alerts

- CI/CD pipelines

- Row-Level Security (RLS)

## Business Impact

- \*\*80% reduction\*\* in reporting time (from days to hours)

- \*\*Real-time visibility\*\* into sales metrics

- \*\*Automated data quality\*\* (99.5% accuracy)

## Technologies

Azure Data Factory | Azure Databricks | Synapse Analytics | Power BI | Python | Spark | SQL | Delta Lake | Git | Azure DevOps

## Screenshots

### Power BI Dashboard

![Dashboard](docs/screenshots/dashboard.png)

### Data Lineage

![Lineage](docs/screenshots/lineage.png)

## Documentation

- [Architecture](docs/architecture.md)

- [Data Dictionary](docs/data\_dictionary.md)

- [Runbooks](docs/runbooks/)

## ‍ Author

\*\*Ronaldo Santana Ramires\*\*

Data Engineer | Azure Certified

[LinkedIn](https://linkedin.com/in/ronaldo-ramires) | [Portfolio](https://ronaldo-ramires.dev)

### LinkedIn Post

Concluí meu projeto de Engenharia de Dados no Azure!

Construí uma plataforma de dados moderna (end-to-end) para e-commerce, incluindo:

Pipeline ETL completo (Bronze → Silver → Gold)

Arquitetura Medallion com Delta Lake

Data Warehouse dimensional (Star Schema)

Dashboards executivos no Power BI

CI/CD com Azure DevOps

Monitoramento e alertas automatizados

Impacto:

• 80% de redução no tempo de geração de relatórios

• Visibilidade em tempo real de vendas

• Data Quality automatizado (99.5% de acurácia)

Stack: Azure Data Factory, Databricks, Synapse Analytics, Power BI, Python, Spark, SQL

Código completo no GitHub: [link]

#DataEngineering #Azure #Databricks #PowerBI #BigData

## 15.13 Checklist de Entrega

**Infraestrutura:**

* [ ] Todos recursos provisionados (ARM Template)
* [ ] RBAC configurado
* [ ] Key Vault com secrets
* [ ] Private Endpoints habilitados

**Pipelines:**

* [ ] Bronze: Ingestão de todas fontes
* [ ] Silver: Transformações + Data Quality
* [ ] Gold: Data Warehouse (Star Schema)
* [ ] Pipelines orquestrados (triggers)

**Data Quality:**

* [ ] Validações implementadas
* [ ] Dead Letter Queue configurado
* [ ] Logging de qualidade

**Monitoramento:**

* [ ] Diagnostic Settings habilitados
* [ ] Alertas configurados (email + webhook)
* [ ] Dashboard de monitoramento

**CI/CD:**

* [ ] Git configurado (ADF, Databricks)
* [ ] CI Pipeline (validação)
* [ ] CD Pipeline (deploy Dev/Prod)

**Documentação:**

* [ ] README.md completo
* [ ] Diagrama de arquitetura
* [ ] Data Dictionary
* [ ] Runbooks

**BI:**

* [ ] Dashboard Power BI publicado
* [ ] Refresh agendado
* [ ] RLS implementado

## 15.14 Próximos Passos (Além do Junior)

**Volume 2 (Pleno):**

* Streaming em tempo real (Event Hubs, Kafka)
* Machine Learning pipelines (MLflow, AzureML)
* Data Mesh architecture
* Advanced optimizations (Spark tuning)

**Volume 3 (Senior):**

* Multi-cloud strategies (Azure + AWS/GCP)
* Data Governance avançado (Compliance, LGPD)
* Cost optimization strategies
* Team leadership & architecture

## Resumo do Capítulo

Neste capítulo você **integrou todos conhecimentos do livro** em projeto completo:

**Arquitetura Medallion:** Bronze → Silver → Gold

**Pipeline End-to-End:**

* Ingestão (SQL, CSV, API)
* Transformação (Databricks, Delta Lake)
* Data Warehouse (Synapse, Star Schema)
* Visualização (Power BI)

**Data Quality:** Validações, deduplicação, DLQ

**Segurança:** RBAC, Key Vault, Private Endpoints

**Monitoramento:** Alertas, dashboards, logs

**CI/CD:** Git, pipelines, ambientes (Dev/Prod)

**Documentação:** Arquitetura, Data Dictionary, Runbooks

**Portfolio:** GitHub, LinkedIn, apresentação profissional

## Parabéns!

**Você concluiu o Volume 1 (Junior) do livro Engenharia de Dados com Azure!**

Você agora domina:

* Azure Data Factory
* Azure Databricks
* Delta Lake
* Azure Synapse Analytics
* Power BI
* Segurança Azure
* Monitoramento
* CI/CD

## Agradecimentos

Obrigado por completar esta jornada! Continue praticando, construindo projetos e compartilhando conhecimento com a comunidade.

**Sucesso na sua carreira de Data Engineering!**

**Próximo passo:** Volume 2 - Pleno!